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Preface

TLDR: So you want more PyCharm productivity, but don't want to read a book.

I get that! So, just head over to the main menu, go over to Help and then Productivity
Guide. If you want to get down to the best tools, read Chapter 4, Editing, Chapter 5,
Interpreters and Consoles, and Chapter 6, Debugging. However, if you read this book,
you'll get a lot more.

Welcome to Mastering PyCharm. If you've bought this book, then you probably

want to become more effective with PyCharm in your day-to-day work. However,
whether you can truly master a tool as multifaceted as PyCharm is completely up for
debate since PyCharm changes so fast and so quickly. However, what I can promise
you is that you will learn a great deal not only about how to use PyCharm, but how
PyCharm works as part of the Intelli] ecosystem of IDEs and what that means in
terms of tooling and extensibility.

What this book covers

Chapter 1, Getting the Right Look, will help you make PyCharm look the exact way you
want it to. So, whether you want too many buttons or too few or you want to change
the theme or modify it more effectively, PyCharm will help you do all these.

Chapter 2, Understanding the Keymap, will help you map all the actions to their
shortcuts and search for the actions using the action name or by invoking the
shortcut. If that doesn't make sense, it means you've been missing out on something.
This chapter also covers how to overcome known problems with keyboard shortcuts.

Chapter 3, Getting Places, covers a host of tools that PyCharm has. These tools will
help you navigate everything from a really large file to huge codebases with loads
of packages.

Chapter 4, Editing, will explain all the tools and help you learn more about writing
error-free code quickly.

[v]




Preface

Chapter 5, Interpreters and Consoles, covers a lot of interpreters that Python has.
PyCharm can support a whole host of them and provide code completion inside
the console and much more. If you don't read this chapter, you're really going to
miss out on some of the most powerful tools PyCharm has to offer.

Chapter 6, Debugging, being an iterative chapter, covers how to incorporate PyCharm's
powerful debugger in to your debugging workflow. Buckle up; this one's going to

get greasy.

Chapter 7, The PyCharm Ecosystem, answers PyCharm's existential questions. Who
makes it? How does it work? How do you extend it? Where do plugins come from?
Oh, and a lot more.

Chapter 8, File Templates and Snippets, covers the powerful set of snippets and file
templates that PyCharm has. This will help you pump out code as fast as you can hit
Tab. This chapter also talks about how to make your own file templates and snippets
and extend the ones that already exist, using the velocity templating language. After
all, don't you hate writing the same stuff all over again, such as getters and setters or
function declarations?

Chapter 9, Version Control Integration, is a short chapter on some of the good parts of
PyCharm's version control features that support multiple version control systems.

Chapter 10, HTML and JavaScript Tools, covers a set of tools that PyCharm comes with,
which will help you work with JavaScript efficiently. JavaScript is (unfortunately)
everywhere!

Chapter 11, Web Development with PyCharm, talks about picking a web framework,
any framework. Chances are that PyCharm supports it as well as the tools that
support those frameworks such as SQLAlchemy and templating languages

such as Jinja2 and Mako.

What you need for this book

Basic Python knowledge, such as what functions are, what docstrings are, and so on,
is needed. For Chapter 9, Version Control Integration, you'll need a basic understanding
of at least one version control system and for Chapter 10, HTML and JavaScript Tools
and Chapter 11, Web Development with PyCharm, you'll need to know quite a bit of
Python as well as how the different Python frameworks operate.

Who this book is for

This book is for those who want to learn how to use PyCharm more effectively.

[vil
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Conventions

In this book, you will find a number of text styles that distinguish between different
kinds of information. Here are some examples of these styles and an explanation of
their meaning.

Code words in text, database table names, folder names, filenames, file extensions,
pathnames, dummy URLSs, user input, and Twitter handles are shown as follows:
"You should be then presented with a . jar file, which you can save."

A block of code is set as follows:

def add one (n) :
return n + 1

def foo(func, n):
return func(n)

foo(add _one, 2)
Any command-line input or output is written as follows:
pip install ipython[alll]

New terms and important words are shown in bold. Words that you see on the
screen, for example, in menus or dialog boxes, appear in the text like this: "What I've
tried to do is put in the name of the action being done so that you can take a look in
your Keymap (by navigating to File | Settings...)."

Warnings or important notes appear in a box like this.
.

a1

~Q Tips and tricks appear like this.

[ vii ]
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Reader feedback

Feedback from our readers is always welcome. Let us know what you think about
this book —what you liked or disliked. Reader feedback is important for us as it helps
us develop titles that you will really get the most out of.

To send us general feedback, simply e-mail feedbackepacktpub. com, and mention
the book's title in the subject of your message.

If there is a topic that you have expertise in and you are interested in either writing
or contributing to a book, see our author guide at www.packtpub.com/authors.

Customer support

Now that you are the proud owner of a Packt book, we have a number of things to
help you to get the most from your purchase.

Downloading the example code

You can download the example code files from your account at http://www.
packtpub. com for all the Packt Publishing books you have purchased. If you
purchased this book elsewhere, you can visit http: //www.packtpub. com/support
and register to have the files e-mailed directly to you.

Downloading the color images of this book

We also provide you with a PDF file that has color images of the screenshots/
diagrams used in this book. The color images will help you better understand the
changes in the output. You can download this file from: https://www.packtpub.
com/sites/default/files/downloads/13160T ColorImages.pdf

Errata

Although we have taken every care to ensure the accuracy of our content, mistakes
do happen. If you find a mistake in one of our books —maybe a mistake in the text or
the code —we would be grateful if you could report this to us. By doing so, you can
save other readers from frustration and help us improve subsequent versions of this
book. If you find any errata, please report them by visiting http: //www.packtpub.
com/submit-errata, selecting your book, clicking on the Errata Submission Form
link, and entering the details of your errata. Once your errata are verified, your
submission will be accepted and the errata will be uploaded to our website or added
to any list of existing errata under the Errata section of that title.
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To view the previously submitted errata, go to https://www.packtpub.com/books/
content/support and enter the name of the book in the search field. The required
information will appear under the Errata section.

Piracy

Piracy of copyrighted material on the Internet is an ongoing problem across all
media. At Packt, we take the protection of our copyright and licenses very seriously.
If you come across any illegal copies of our works in any form on the Internet, please
provide us with the location address or website name immediately so that we can
pursue a remedy.

Please contact us at copyright@packtpub.com with a link to the suspected
pirated material.

We appreciate your help in protecting our authors and our ability to bring you
valuable content.

Questions

If you have a problem with any aspect of this book, you can contact us at
questionsepacktpub.com, and we will do our best to address the problem.

[ix]






Getting the Right Look

"Simplicity is the ultimate sophistication."
- Leonardo da Vinci

I fell in love with Python for its elegance. I love how there are no semicolons, how
you can make a block through a simple indentation, how you can make multiline
strings without having to concatenate them, and how you can make lambdas in a
single line. I love how readable it all is, and how the documentation (docstrings) is
built right into the language.

I think we all appreciate beauty. Think about it; you have a favorite font, a favorite
color-scheme, and the list can go on. In essence, the code you write needs to be
beautiful in your perspective, not just the syntax, but how it looks — the colors,

the font, the highlighting —everything must be just right.

In this chapter, we are going to work toward making PyCharm beautiful. We'll
progress from changing the overall appearance to some of the predefined
appearances available to us on PyCharm. After that, we'll get into fonts and how the
highlighting/ coloring works in PyCharm. With the most difficult part of this chapter
under our belt, we'll dive into exporting and importing styles and themes.

If you appreciate how your code looks and how you can make it as beautiful as
possible, then this chapter will equip you with all the things necessary to make
PyCharm as vibrant as you want it to be. I've tried to make this chapter light so that
you can experiment yourself with it, and most things are pretty self-explanatory.

[11]



Getting the Right Look

A short note on keyboard shortcuts

The keyboard shortcuts used in this chapter are the defaults for when you install
PyCharm on Windows. PyCharm supports a wide range of shortcut schemes, and
hence, it is impossible to include them all here (also, you might have made your own
customizations). What I've tried to do is put in the name of the action being done so
that you can take a look in your Keymap (by navigating to File | Settings...).

(2% Settings

(Q keymap . 1 ) Appearance & Behavior b Keymap

Appearance & Behavior

Y : Keymaps: | Default [ v | [ comy | [ Reset | [ Delete |

N @'findaction 3 J @ > W)
v

v [ Edit
¥ [ Find
Find Usages Settings... Ctrl+Alt +5hift+F7
v [ Help
Find Action... 4 Ctrl+Shift+4

m | Cancel | | Apply | | Help |

The basics

The first time you install PyCharm, the theme will default to Intelli]. But, if you prefer
something darker, I suggest you use Darcula. I personally prefer a darker IDE, so I
go with a custom version of Darcula that's tailored to my tastes.

(% Settings
|2, appearance 1 ) App e & Behavior  App e
Appearance & Behavior [URVISTIITE
2_— Cyclic scrolling in list
Keymap
Menus and Toolbars Show icons in quick navigation

System Settings [ Automatically position mouse cursor on default button
Passwords
HTTP Proxy Hide navigation popups on focus loss

ppdates [} Drag-n-Drop with ALT pressed only

Usage Statistics
File Colors B Theme: | Intelli) n

Scopes

Metifications

&)

W o] [ ] [ ]

Chsirle | icte

[2]



Chapter 1

However, let's start with the default UI and see how we can make PyCharm look a
little better.

The first change — fonts

The first thing that hit me when I opened up PyCharm was the hideous font set by
default to be Courier New. Let's change this:

(Q " Editor » Colors & Fonts b Font

Database
Debugger Scheme name: | Default n | Save As... | | Delete |
Diagrams ' '
Editor Editor Font

Smart Keys — _

A |¥] Show only monospaced fonts

ppearance
Colors & Fonts Primary font: | Vionospaced | size: | 12 |
General ) If primary font fails, IDE tries to use the secondary one

Language Defaults [ Seconda P | |
Console Colors o
Console Font

1! PyCharm is a full-featured IDE

Custam
Debugger 2iwith a high lewvel of usability and cutstanding
P\,.-ﬁnogng 3iadvanced code editing and refactoring support.

With the color scheme set to Default, you will need to save your new color scheme
with a different name before you can go about making any changes to the scheme.
You can just click on Save As... and then simply enter the name of your scheme in
the popup. After doing so, you are free to make any changes you wish.

Scheme name: |DE1—ELJ|1: u | Save As... |

4% Save Color Scheme As ﬂ

Marme: | DemoScheme| | —

m Cancel | _|

1! D ™harm ia 2 fnll-featrnred TOF

[31]



Getting the Right Look

The Show only monospaced fonts option is enabled by default, but you can change
it to include other fonts such as Arial or Times New Roman as well. Also the choice
of a secondary font is important when you're trying to import your settings to
another computer that does not have your desired font.

A typical example would be Consolas; it's only available on Windows machines, so
when you try to import your font settings to Ubuntu or Mac, you likely get the default
monospaced font. I usually set my default font to Consolas and my secondary font to
Ubuntu Mono since it's free and can be made available on all the machines.

Now that the font business is taken care of, let's get down to a couple of other
features. We will revisit this part of PyCharm pretty soon.

The layout

File Edit View Mavigate Code Refactor Runm Tools VCS Window Help

PyCharmDemo : @ Something.py - Q

= Bl 5 | 8- 1+ | |& Something.py x 5
;g PyCharmDemeo | ; __author__ = 'Nafiul Islam'l W g
2 # Something. py o
1)

g il External Libraries g

2: Favorites aci 21 Sbructure

. 2
-

ﬁDDD Terminal Event Log

O 1:28 CRIF : UTF8 : & &

[4]



Chapter 1

The default PyCharm layout is quite minimal. With reference to the preceding
screenshot, you get an editor in [1], and the list of your directories and files in [2].
Actually, [2] is a sidebar, so if you click on [3], you get a totally different sidebar

popping up.
You can show/hide it using Alt + number indicated by the underline. So, in this case,
if you were to press Alt + 7, the panel indicated by [3] (Structure) would show up.

Once you're familiar with the layout, you can hide all the panel buttons by clicking
on [4].

The minimalist

File Edit View MNavigate Code Refactor Run Tools WCS Window Help

A, Something.py *

If you'd like to focus completely on the code, you ideally want a minimalistic layout
without all the extra tools taking up your screen. Let's see how PyCharm can help us
with this.

t—m Mavigate Code Refactor Run Tools VC5  Wind
Recent Changes Alt+5hift+C
Compare with Clipboard
Quick Switch Scheme. .. Ctrl+Bghk Quote
Toolbar
Tool Buttons

%" Status Bar
LY Mavigation Bar
Wt Active Editor VT

So far, we can hide panels; now let's get rid of all the other distractions as well. The
area highlighted with the arrow in the preceding screenshot is called the navigation
bar; if you'd like to get rid of it, you can deselect the Navigation Bar option in the
View option menu.

[51]



Getting the Right Look

Note that with the Navigation Bar option, you also lose the Run, Debug, Coverage,
and Search Anywhere buttons; but don't worry, there are plenty of shortcuts
available so that you can do everything you want from your keyboard.

You can make the navigation bar appear as a popup instead of being a permanent
bar by pressing Alt + Home (if this is not your shortcut, search for navigation bar in
the Keymap):

File Edit View Mavigate Code Refactor Run Tools VC5 Window Help
E.Scmeﬂ"ling.py x

__author__ = 'Nafiul Islam'

7 PyCharmDemo - E. Something.py

[ .idea

Something.py

[6]



Chapter 1

As for the Debug and other buttons that we got rid of, you can always get them
through Find Action, Ctrl + Shift + A.

Z PyCharmDemo - [C\Nafiul Stuff\Python\PyCharmDemo] ... — =

File Edit View Mavigate Code Refactor Run Tools VCS Window Help
E_.Scmeﬂ"ling.py x |

1 __author__ = 'Nafiul Islam' ]

Enter action or option name: |:| Incude non-menu actions (Ctrl+5hift+A)

{:Q debug @'
Debug (Alt+5) Tool Windows
#i¥ Debug... (Alt+Shift+F3) Run
Open Debug Command Line Tools
FE Run with Caverage Run/Debug
‘i Debug (Shift+73) Run/Debug
I} Edit Configurations... Run
Evaluate Expression... (AlE4+F8) Debugger Actions
EI Force Run to Cursor (Ctrl+Alt+F39) Debugger Actions
Fe Force Step Into (Alt+5hift+F7) Debugger Actions L
D II: Force Step Over (Alt+Shift+F8) Debugger Actions

Search Everywhere searches files, actions, classes, objects, and pretty much
everything using double Shift (pressing Shift twice in quick succession):

O

Search Everywhere: B Indude non-project items (Double Shift)

PN Recent Files (Ctrl+E)

4 interpolation. ForwardDifferenceTable
;| Classes (Ctrl+HY)
() ForwardDifferenceTable (interpolation)

Actions (Ctrl+5hift+4)

5> Forward Navigate

O X VULWEL, L(ME T[NUEQPEMUWENL VU TUOLES

g
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Getting the Right Look

PyCharm can also go to full screen mode (it even gives you a nice helpful clock in the
top right):

Mavigate Code Refactor Run Tools WV
Toaol Windows ]

Active Editor 3

Enter Presentation Mode
Enter Full Screen

I never use this mode because with my start menu minimized, with no navigation bar,
and a collapsible Project sidebar, I have plenty of screen space to get the job done.

Another tool that I really appreciate is Switcher, which can be invoked with
Ctrl + Tab. It appears as a floating window:

File Edit View MNavigate Code Refactor Run Tools
ts = [ requests

r:_. structures. py

CCESSTULLY.

Installed pac
‘pytest-cow==1.6",

Git: master =

[8]



Chapter 1

You can quickly navigate through your open files on the right-hand side of the
window, and on the left-hand side you have some commonly used tools. You can
navigate by pressing Tab again, and this will proceed through the list. You can also
use the arrow keys. However, note that you will need to keep the Ctrl key pressed
down as long as you're using Switcher.

You can quickly get to them by pressing the key underlined. In this case, you can
quickly get to Terminal through first pressing Ctrl + Tab to bring up Switcher; if,
while holding down the Ctrl key, you press 4, (in the preceding screenshot, Terminal
is 4, but you might get a different number), you can open up Terminal.

You can close anything, that is, a tool panel or an editor tab using Ctrl + F4.

Beautiful code

We looked at themes briefly in the The basics section, and frankly there isn't much
else left to themes in PyCharm. Right now you have your choices limited to a couple
of themes if you're using Intelli] IDEA Platform 130.* and above. In older versions of
Intelli], there used to be a lot more.

Editor

This is where you are going to be spending most of your time in PyCharm, so it
makes sense to make it look as good as possible.

[o]




Getting the Right Look

Getting the right colors

Each language has its own color scheme under Editor; if you can't find it, just look it
up in the search bar, and underneath Editor, you should be able to find Python. Most
of the options here are the same for all the IDEs built using the Intelli] Platform, so
this is nothing native to PyCharm.

[10]




Chapter 1

Underneath Colors & Fonts, you should be able to see a whole bunch of choices.
We have already changed the font, and the other options will become more relevant
as we progress through this chapter, but first let's make a couple of changes to the
scheme for Python.

Font type: ® Bold Ttalic

¥ Foreground

Background
Error Stripe Mark
Comma

Dot

Functior

lefinition

The list in [1] is merely the different elements in a file that can be styled. The best
way to go about changing the style is not using [1]; however, it's clicking on the
elements in [2], which directly takes you to the element in question. Note that you
cannot change the text in [2].

M Whenever we change any of the default schemes, we need to
Q save it as a new scheme all together, which we can later make
changes to. PyCharm will prompt you for a new theme name.

[11]



Getting the Right Look

So, in this example, if you want to know the category for a decorator in Python,
all you have to do is click on the decorator in [2], and that will lead you to the
corresponding name of the said element. An interesting option is [3], which

we will touch upon soon.

Decorator

As you can see, when we clicked on decorator, it auto-scrolled straight to Decorator
in the list. However, it's not always obvious what something is called, so clicking on
it again will help us identify what element it is:

PyCharm has two different styles for docstrings and string; in this case, what we
clicked on was a docstring and not a normal string, which is a lighter blue color
in this case.

[12]
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Style hierarchies

PyCharm's style system can work on hierarchies; what this simply means is that a lot
of the common elements in different languages are handled by central rules. This is
useful since in this way, you have a common set of colors for all your languages.

For example, documentation comments are common in most languages, so PyCharm
allows you to control how documentation looks in all the languages, so the colors
stay consistent. Let's take a look at this:

Doc commen

Doc comment
Dioc

Here it says that it does inherit from another set of styles; in this case, it is Language
Defaults, which has been abbreviated by PyCharm, so let's head over there, and we
can see that, yes indeed, there is a Doc comment element and its styled the same way
docstring is.

[13]



Getting the Right Look

Styling on steroids

Note that the editor isn't the only region that you can style; you can style just about
anything. For example, if you wanted to change the colors for the in-built terminal,
you'd have to change the console colors; both the terminal and console share a
common style setting.

A common problem that I faced when I initially installed PyCharm was that, even
though my terminal was actually styled, I did not get the styling when I opened up the
Terminal in PyCharm, and this is because I did not set up my console colors correctly:

Log console error
Log ¢ arning Background

xpired entry
Error Stripe Mark

Effects

ited using ANSI colors cod
: black
: red
: green
: yellow
: blue

[14]
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Font type:

As you can see in the preceding screenshot, my ANSI colors have not been set right,
and hence, all my output just comes out in blue and red; thus, I had to manually
change the colors. Note that some elements can also inherit their color from within
the same category.

Terminal

nafiul@nafiul-Lenovo-B480 ~/ og [master *]

-+

[15]
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So my terminal used to look similar to this:

Terminal

nafiulénafiul-Lenovo-B488 -

= nafiul@nafiul-Lenovo-B480: ~fCode/Blog

naﬁil nafiul-Lenovo-B480
%

However, after the change, I was able to make it look more like my real terminal,
although you cannot replicate it exactly.

You can of course go ahead and choose the appropriate colors, but it's best to let the
color picker (shown on the right-hand side in the following screenshot) do it for you:

Font type: Bold Italic
W Foreground
Background

Error Siripe M

[16]




Chapter 1

M If you hover over your chosen color for just a second using
Q the color picker, PyCharm will show the color you've
chosen in the color circle.

Here are a few pointers on where things are located:

General is for the different parts of the IDE that you see. For example, when
you try to find something in your editor, and your editor highlights the
search item in question, you determine that via Text search result in this tab.
This is really handy when you want to change things such as the color of
your line numbers, for example.

CSS, Python, HTML, CoffeeScript, and so on are all language-specific
element stylings.

Language Defaults provides the styling for generic language elements, such
as doc comments, variables, keywords, and so on.

Console Colors is for styling the terminal and console (when you run
something, it opens up the Console window).

Console Font is the font used in the terminal and console.

Debugger is for debugger-specific styling (I would not change this if I were
you; the defaults are pretty intuitive).

Imports and exports

The best way to import a theme is to simply import it as a setting file; these are
typically .jar files. Remember, we mentioned that PyCharm is a derivative

of the Intelli] Platform? Well, you can use all the themes that are available to
the Platform in PyCharm as well. One of the first places to look for themes is
http://ideacolorthemes.org/themes/.

[17]
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This gives you a good set of themes, and also shows you the languages that a theme
will work with. So, we can just quickly download a theme; in this case, we will be
downloading Solarized Dark (one of my all-time favorites).

CONSTART

EEized Dark. 706 &

To download and install Solarized Dark, perform the following steps:

1. Head over and just click on Download Theme:

Solarized Dark. |

Theme by Miguel Cervantes (5

2. You should be then presented with a . jar file, which you can save:

File name: | sl JUET T

Save as type: | Executable Jar

[18]
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3. (Click on Import Settings... to open up a dialog box for importing the JAR file:

Cirl+Alt+5

zed Dark. . jar

zed Dark, .jar

5. Make sure that Editor Colors is selected and then simply press OK:

Z Select Components to Import [ x |

Please check all components to import:
Editor Colors

SelectAll | | SelectNone | | Invet | m | Cancel |

[19]
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You should now be able to see a new option in your Scheme menu:

Z Export Settings EX

Please check the settings to export:

|:| Codelnsight, Code Folding, XML, XML Code Felding, JavaScript Code Foldin...
|:| Database; drivers

[ ] Debugger

[ ] Default project settings

] File templates

[] File types

The Color schemes option must be selected, and at the end of it, you will get a
settings. jar file that you can import into another PyCharm installation.

[20]
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TextMate bundles

You can also import your TextMate bundles in PyCharm:

TextMate Bundles

Summary

We covered a lot in this chapter. From fonts to styles to hierarchies, we saw a lot

of what we could do with the styling system in PyCharm. We took a look at a
minimalistic layout without compromising on what tools were quickly available to
us, using Find Action and Search Everywhere. In the end, we showed how we can
import themes and export them as well.

[21]






Understanding the Keymap

The keymap is one of the most powerful features that PyCharm has to offer. It allows
you to set your keyboard shortcuts and find the keyboard shortcuts you've seen
other people use. It also allows you to use a familiar set of keyboard shortcuts that
you're used to such as Eclipse and Emacs. This chapter is very much a standalone
chapter, and if you understand how keymaps work, you're well on your way to
using the most powerful features that PyCharm has to offer with ease.

In this chapter, we are going to go over the following topics:

* Different keymaps: PyCharm assumes that you might have had prior
experience with a separate IDE or editor, so you can quickly adapt
PyCharm to predetermined keyboard shortcuts.

* Finding shortcuts: A lot of times, you will see other people using
keyboard shortcuts, but you won't know what they're called. This
section will remedy that.

* Setting shortcuts: We will customize our own keyboard and mouse shortcuts
as we see fit. We will also make our own abbreviations.

* Troubleshooting on Mac: Unlike Windows and Linux, Mac comes with
support for a lot of special characters that can get in the way of using
keyboard shortcuts. This section will remedy that problem.

[23]
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Different keymaps

PyCharm has a default keymap and even a nice PDF to show you all the most used
commands when you navigate to Help | Default Keymap Reference (the same on
Mac, Windows, and Linux).

YyHSANE LD

Search | )
Find Action... m I
.~ Help Topics
Tip of the Day
Productivity Guide Find Action... Ctrl+5hift-+A
Submit Feedback ? Heb Topics
Configure Debug Log Settings P °fthe Dey
Show Log in Finder Productivity Guide

Submit Feedbadk
Configure Debug Log Sattings
Show Log in Explorer

/ JetBrains TV
——l

Register...
Chedk for Update...
About

Default Keymap Reference

On Mac, the default keymap is OSX 10.5+, and on both Windows and Linux, the
default keymap is called Default. This can easily be changed by changing the
keymap by going to Preferences (Mac) or Settings... (Windows/Linux).

® o Preferences

Appearance & Behavior » Keymap

Keymaps: | Mac OS X 10.5+ copy|

o Default for XWin

= T /Default for GNOME

v [ ednDefault for KDE
Eclipse
Eclipse (Mac OS5 X)
NetBeans 6.5
Default copy
Mac 0S X 10.5+ copy

nac Il
p ltem Replace
Clone Caret Above
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Notice how my keymap is Mac OS X 10.5+ copy. This is because you cannot
override a predefined configuration; you can only make your own copy of it. If my
list is different from yours, it's because I imported some of my keymaps; in this case,
Default copy from my Windows installation. Just like themes, you can import and
export keymaps.

Finding shortcuts

Now you can easily search for the keyboard shortcut that you're looking for in the
find bar, for example, if we want Find Action..., we can search for it like this:

Keymap

Keymaps: Mac OS X 10.5+ copy Copy

= Q- find action

v [& Main menu

[ Usages Settings...

However, you can also do just the reverse by inputting the shortcut to find out
what it's called (this is incredibly useful when you're trying to explain what
you're doing to someone else on another platform with a different set of
default keyboard shortcuts).

Find Actions by Shortcut

[25]
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So, if we wanted to find what Alt + Q does, we would have done this:

Filter Settings
First Stroke:

pue

Second Stroke:

At this point, I feel that it would be prudent to note that Mac shortcuts have special
symbols in them, while Windows/Linux don't (you can skip the next page). When
I was first using Mac with PyCharm, I found this quite perplexing because other
than the command key (3€), there were no other symbols on my Mac's keyboard.
These characters are explained in the bottom-right corner of the Default Keymap

Reference for Mac (which is a PDF).

However, if you cannot, for some reason or another, gain access to the PDF, here is a
reference, just in case (although mine contains a few more useful symbols):

® command
X option
& control
i) shift
© caps lock
< delete
[E32 del
e return
O escape
2 eject
- tab
~1—1| arrow keys
N home
N end
$ page up
$ page down
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Setting shortcuts

Now that we've got all the basics down, it's (finally) time to make a keyboard
shortcut of our own, and we are going to start by making a keyboard shortcut for the
terminal. I have my terminal set to open up at [command + Shift + ;]. So, let's see how
we can get around to doing that.

First, we are going to look up for terminal and see what we get:

Keymap

Keymaps: | Mac OS5 X 10.5+ copy | v Copy

T Q- terminal

3 View
v [ Tool Windows

If you take a look, you will see that we have three options, and it turns out that

they all do the same thing. Now, notice how Terminal pops up in three separate
places. This is because the terminal inside PyCharm is in fact two things: one being
a bundled plugin and another being a tool. This is why you see Terminal appearing
in several places. This Terminal tool can be invoked by both [command + Shift + ;]
and [Alt + F12]. Now, I don't really like [Alt + F12], so I am going to get rid of it, by
right-clicking (or double-clicking) on the highlighted row:

£ View
v [ Tool Windows
Edit Shortcuts
. Add Keyboard Shortcut

* Add Mouse Shortcut

mm Add Abbreviation
{ m Remove “CF12

L
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Now I am assigning a new shortcut by clicking on Add Keyboard Shortcut:

Edit Shortcuts
Add Keyboard Shortcut

Add Mouse Shortcut
Add Abbreviation

Press [command + Shift + ;] in one go:

@ M O Enter Keyboard Shortcut

First Stroke
38,

Second Stroke

Shortcut Preview

Cancel Help

[28]
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If you had another action with the same shortcut, PyCharm will show you conflicts.
Now, in my own settings, the conflict lies with the Open Terminal action, which
does the same thing, so when the following screenshot pops up, I will choose Leave:

The shortcut is already assigned
to other actions. Do you want to
remove other assignments?

3

Remove Leave

With that, you can now open up your terminal with [command + Shift + ;].

You might have also noticed something else; there was a way to add Second Stroke.
This is, in essence, just doing what we did previously, but adding a second stroke.
So, say, if we wanted to open up the terminal by pressing [command + Alt + ] for the
first and the second key stroke, this is how we would do it:

1. First, just enter the first keystroke and then enable the second keystroke by
clicking on the Second Stroke checkbox:

@ ) O Enter Keyboard Shortcut

First Stroke
L%
¥ Second Stroke
‘\_ﬁq
Shortcut Preview
3,3,
Conflicts

No conflicts

Cancel Help
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2. When invoking this, after we've entered the first keystroke, PyCharm will
tell us that a prefix key has been pressed:

Il Prefix Key Pressed. Terminal (MC3€,)

So by pressing [command + Alt +,] twice, you can get the terminal. PyCharm will
show up all the possible actions. In this case, the only thing with a second stroke
and with this particular first stroke (also known as the Prefix Key) is Terminal.

Making a mouse shortcut is just as easy; you simply click on Add Mouse Shortcut:

Show Source

¥

Edit Shortouts

Add Keyboard Shartout

Recent Files
Add Mouse Shortout

Recently Changed Filg Add Abbreviation

Recent Changes

Like before, you simply enter the combination of keys that you would like:

Click Count

(*) Single Click () Double Click

Click Pad

’J
.'0 Click here to enter mouse shortout

Shortcut Preview

Shift+Button 1 Click

Conflicts

No conflicts

m Cancel Help
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You might have also noticed that we have the ability to add an abbreviation; this is
a way to quickly find the action in the Search Everywhere action, which is invoked
by a double Shift (pressing Shift twice in quick succession). So, say we wanted to
add an abbreviation for the Open in Browser action, all we need to do is head
over to the Keymap again, right-click on the Open in Browser action, and choose
Add Abbreviation:

¥

Edit Shortouts

Add Keyboard Shortcut
Add Mouse Shortcut

Recently Changed Files
Y g Add Abbreviation

Recent Changes

Recent Files

We would then get a dialog box for the abbreviation:

Enter new abbreviation:

[ oib

Once that is done, we should be able to see oib, but in a green tag:

ELE ||y L |

Show Source Ctrl+Enter

& Openin Browser

Recent Files
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And with that, if we type oib into our Search Everywhere bar, we get this:

B Indude non-project items (Double Shift)

o be loaded in a browaer

This can be a far better way to do things rather than using a second stroke in a
keyboard shortcut. But, abbreviations can be even more powerful than this. We can
group a couple of items with the same abbreviation so that we can make our own list
of favorite actions that will come up in the Top Hits section of Search Everywhere.
Let's have a look.

What we're going to do is assign two abbreviations to each of these two actions:

* Open in Browser

¢ Reload in Browser

So, we are going to assign the abbreviation b to both of them, as well as assigning
their own unique abbreviations:

[32]



Chapter 2

As you can see, the two browser actions have one common abbreviation, so we try to
look it up in Search Everywhere:

" Search Everywhere: Include non-project items (Double )
. Qb

Reload in Browser

® Open in Browser

fil Database

= . [

But we can still look them up individually:

' Search Everywhere: Include non-project items (Double 1)

Q, oib|

& Open in Browser

nwiCharmle/hls

This means you can get access to all your favorite actions with just a few keystrokes.
This functionality has made me much more productive.

Troubleshooting on Mac

One problem I faced when I first set up my Mac was that the keyboard shortcuts did
not work; instead of getting the desired action, I got weird Greek letters appearing
here and there. At first, I thought this was PyCharm's fault, but it wasn't.

The main problem was that the keyboard layout I was using, U.S., had special
characters appearing when the Alt/Option key was pressed. In order to actually use
my keyboard shortcuts, I had to change my layout to something that did not have
these special characters appearing. Here is the solution to this problem.

1. Download the key mapping file from Packt's website.

[33]
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2. After you've downloaded it, move it to ~/Library/Keyboard Layouts.

3. Once you've saved the file there, all you need to do is make it your main
keyboard layout. To do this, you need to head over to System Preferences:

1. Go to Keyboard:

800
[ <> ][ showan |

i . r:
| New
Fal.l

General Desktop & Dock
Screen Saver

=

Displays Energy Keyboard
Saver

2. And then, choose to add a new one by clicking on the + button:

| Keyboard = Text = Shortcuts [HIsIesielil (i

”III
=
G

123468 78 8D
QWERTYUIlI OP
ASDFGHUJKL
ZX GCYVY BNM,

+| - ¥ Show Input menu in menu bar
k Automatically switch to a document’s inpy
The input source is used until the document is clg
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3. Choose Others, as shown in the following screenshot:

English My Layout K

Arabic

Armenian

Azerbaijani (Latin)

4. Once you've added it, you can now use My Layout:

S o) [E] G satApr5 6:11PM Q

= U.S.

i v = My Layout

| Show Input Source Name

Open Keyboard Preferences...

Your keyboard shortcuts should now function as expected.

Summary

In this chapter, we covered what is perhaps the most important part of using any
IDE. We also looked at the common problems that one might have with setting up
keyboard shortcuts on Mac.

The contents of this chapter will serve us well in the future as it will allow us to talk
about keyboard shortcuts by reference to what they are called instead of having to
provide a long list of possible shortcuts depending on our mapping.
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Getting Places

This chapter is all about navigation. It is divided into three parts. The first part is
called Omni, which deals with getting to anywhere from any place. The second is
called Macro, which deals with navigating to places of significance. The third and
final part is about moving within a file and it is called Micro.

By the end of this chapter, you should be able to navigate freely and quickly within
PyCharm, and use the right tool for the job to do so.

Veteran PyCharm users may not find their favorite navigation tool mentioned or
explained. This is because the methods of navigation described throughout this
chapter will lead readers to discover their own tools that they prefer over others.

Omni

In this section, we will discuss the tools that PyCharm provides for a user to go from
anywhere to any place. You could be in your project directory one second; the next,
you could be inside the Python standard library or a class in your file. These tools are
generally slow or at least slower than more precise tools of navigation provided.

Back and Forward

The Back and Forward actions allow you to move your cursor back to the place
where it was previously for more than a few seconds or where you've made edits.
This information persists throughout sessions, so even if you exit the IDE, you can
still get back to the positions that you were in before you quit.
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This falls into the Omni category because these two actions could potentially get
you from any place within a file to any place within a file in your directory (that you
have been to) to even parts of the standard library that you've looked into as well

as your third-party Python packages. The Back and Forward actions are perhaps
two of my most used navigation actions, and you can use Keymap (see Chapter 2,
Understanding the Keymap). Or, one can simply click on the Navigate menu to see
the keyboard shortcuts:

fiew EREWGLEICE Code Refactor Run  Tool

Class... 8]
File... 380
Symboal... LHEO
Custom Folding... .

ast Edit Location
Mext Edit Location
Bookmarks

Macro

The difference between Macro and Omni is subtle. Omni allows you to go to the
exact location of a place, even a place of no particular significance (say, the third
line of a documentation string) in any file. Macro, on the other hand, allows you to
navigate anywhere of significance, such as a function definition, class declaration,
or particular class method.

Go to definition or navigate to declaration

Go to definition is the old name for navigate to declaration in PyCharm. This action, like
the one previously discussed, could lead you anywhere —a class inside your project
or a third-party library function. What this action does is allow you to go to the
source file declaration of a module, package, class, function, and so on. Keymap is
once again useful in finding the shortcut for this particular action.
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Appearance & Behavior b Keymap

Keymaps:  Mac 05X 10.5+ copy | ~ Copy

Q- declaration

v [& Main menu
v [ View
Context Info
v [ Navigate
Declaration
Type T 3B
Super Method

Using this action will move your cursor to the file where the class or function is
declared, may it be in your project or elsewhere. Just place your cursor on the
function or class and invoke the action. Your cursor will now be directly where
the function or class was declared.

There is, however, a slight problem with this. If one tries to go to the declaration
of a . so object, such as the datetime module or the select module, what one will
encounter is a stub file (discussed in detail later). These are helper files that allow
PyCharm to give you the code completion that it does. Modules that are .so files
are indicated by a terminal icon, as shown here:

I_;. StackObjects.py r;. utils.py r;. test_guestior

threading import Lock
date]

Pre .10 choose the selected (or first) sugges)
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Search Everywhere

The action speaks for itself. You search for classes, files, methods, and even actions.
Universally invoked using double Shift (pressing Shift twice in quick succession), this
nifty action looks similar to any other search bar. Search Everywhere searches only
inside your project, by default; however, one can also use it to search non-project items
as well. Not using this option leads to faster searches and a lower memory footprint.

Search Everywhere: Include non-project items {(Double {+) #

C, stack

| = GTTObjects.py (StackWatch)

@ siackT

Ei StackWatch.imil

Analyze Stacktrace From Task...
Analyze Stacktrace...

Search Everywhere is a gateway to other search actions available in PyCharm. In

the preceding screenshot, one can see that Search Everywhere has separate parts,
such as Recent Files and Classes. Each of these parts has a shortcut next to its section
name. If you find yourself using Search Everywhere for Classes all the time, you
might start using the Navigate Class action instead, which is much faster.

[40]



Chapter 3

The Switcher tool

The Switcher tool allows you to quickly navigate through your currently open tabs,
recently opened files as well as all of your panels.

Switcher
: Database [& utils.py
: Project [ StackObjects.py
: Structure [ test tion.

: Event Log

: Python Console
: Terminal

: TODO

: Favorites

: Changes

& !
< e B L L B L L L S ol =)

ol 3 BF

%

~fCode [Python/StackWatch

This tool is essential since you always navigate between tabs. A star to the left indicates
open tabs; everything else is a recently opened or edited file. If you just have one file
open, Switcher will show more of your recently opened files. It's really handy this way

since almost always the files that you want to go to are options in Switcher.

The Project panel

The Project panel is what I use to see the structure of my project as well as search for
files that I can't find with Switcher. This panel is by far the most used panel of all,
and for good reason. The Project panel also supports search; just open it up and start
typing to find your file.

it

Search for: stacko
v [JStackWatch
= O
v [EdTests
r;_ini[_.p','
IE_:"H socket_data.json
r:- a5t_questior
¢
A README.md
I:i requirements.txt

[ GG bjects.py

je

& 1: Proj

&l
=
=
=
¥
3
[
=
)

L
# .,
. L

I-;.. utils.py

[3 warrhor nu
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However, the Project panel can give you even more of an understanding of what
your code looks similar to if you have Show Members enabled.

v Show Members

v Autoscroll to Source
v Autoscroll from Source

Sort by Type
v Folders Always on Top
v Show Excluded Files

v Pinned Mode
v Docked Mode

Once this is enabled, you can see the classes as well as the declared methods inside
your files.

E- Project b

» & Null{object

v @ ErrorStore(object)
@ _init_(self)
@ call_and_store(self, getter_func
@ reset_errors(self)

» @ Marshaller(ErrorStore)

+ @ Unmarshaller{ErrorStore)

r;. ordereddict.py

r,‘. orderedset.py

r,',". schema.py

r,‘. utils.py

& 1: Project

1]
[
3
=
¥
E
[
1=
&
o]
5
.

Note that a search works just like before, meaning that your search is limited to only
the files/objects that you can see; if you collapse everything, you won't be able to
search either your files or the classes and methods in them.
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Micro

Micro deals with getting places within a file. These tools are perhaps what I end up
using the most in my development.

The Structure panel

The Structure panel gives you a bird's eye view of the file that you are currently have
your cursor on. This panel is indispensable when trying to understand a project that
one is not familiar with.

Str ucturr

1: Project

r’,‘. fields.py
O_al_

v O Field(FieldABC)
@) __init_(self, default=None, attribute=None, load_fror
W _repr_(self)
@ contextiself)
o SKIPPABLE_VALUES
a _CHECK_ATTRIBUTE
@) creation_index

2
=
%]
5
=
&

The yellow arrow indicates the option to show inherited fields and methods. The
red arrow indicates the option to show field names, meaning that, if it is turned off,
you will only see properties and methods. The orange arrow indicates the option to
scroll to and from the source. If both are turned on (scroll to and scroll from), where
your cursor is will be synchronized with whatever method, field, or property is
highlighted in the structure panel. Inherited fields are grayed out in the display.
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Ace Jump

This is my favorite navigation plugin, and was made by John Lindquist who is a
developer at JetBrains (creators of PyCharm). Ace Jump is inspired by the Emacs
mode with the same name. It allows you to jump from one place to another within
the same file. Before one can use Ace Jump, one has to install the plugin for it

(see Chapter 7, The PyCharm Ecosystem). Ace Jump is usually invoked using Ctrl or
command + ; (semicolon). You can search for Ace Jump in Keymap as well, and it is
called Ace Jump. Once invoked, you get a small box in which you can input a letter.
Choose a letter from the word that you want to navigate to, and you will see letters
on that letter pop up immediately.

rofCAECIELER] default=decimal .Decimal (),
(*Rwargs) :

), -places)) if places is [F]: ERET ¢

=default, BHi-os_strifly, **low

.places, rof) [@:=self.roftlE) ,

If we were to hit D, the cursor would move to the position indicated by D. This
might seem long winded, but it actually leads to really fast navigation.

If we wanted to select the word indicated by the letter, then we'd invoke Ace Jump
twice before entering a letter.

e, rouiffling=None, [lsfoult:[:cimal fi:cimal(),
. **fwargs) :
(1,), -ploces)) if ploces is not Non

fA:rault, =as_string, **

[ ne=seLf.rouf]ing) 4
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This turns the Ace Jump box red. Upon hitting B, the named parameter rounding
will be selected.

Often, we don't want to go to a word, but rather the beginning or the end of a line. In
order to do this, just hit Invoke Ace Jump and then the left arrow for line beginnings
or the right arrow for line endings.

= [

num_type = decimal.Decimal

(self, places=None, round
as_string=False, **kwarg
self.places = decimal.Decimal( (@

self.rounding = rounding
super(Decimal, self) (

ormat_num(self, value):
num = decimal.Decimal (value)
self.places None:
num = num.quantize(self.place

In this case, we'd just hit V to jump to the beginning of the line that starts
with num_type.

7 (self, deyault="0', attribute=)
warnings.warnig N

g

{Arbitrary, self). (

def _validated(self, value)[f]

This is an example where we hit left arrow instead of the right one, and we get
line-ending options.
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Summary

In this chapter, I discussed some of the best tools for navigation. This is by no means
an exhaustive list. However, these tools will serve as a gateway to more precise tools
available for navigation in PyCharm. I generally use Ace Jump, Back, Forward, and

Switcher the most when I write code. The Project panel is always open for me, with

the most used files having their classes and methods expanded for quick search.
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Editing is what we are going to be doing the most in PyCharm, and hence, this is
one of the most important chapters. This chapter does not try to cover a wide range
of feature sets; it instead tries to provide a comprehensive look at some of the best
tools available for editing. The most important part of this chapter is enhancing
code completion in PyCharm. This IDE has a remarkably powerful engine that can
understand your code, and it allows for things such as better code completion (even
when we haven't specified the types), method hierarchies, and a lot more.

This chapter has several parts:

Improving code completion: This section will take a comprehensive look at
the tools at our disposal that enhance PyCharm's code completion, giving us
more completion options and smarter completions.

Writing code: This section will cover some of the best tools that PyCharm
offers to write code quickly and effectively.

Setting up IPython Notebook: [IPython Notebook has become the de facto
document format for Python's scientific community, and for good reason.
This section will take a look at how to set up IPython Notebook in PyCharm
so that we can get the benefits of code completion inside the notebook.

Editor plugins: This section will cover a few select plugins to help you get
used to PyCharm if you come from other editors such as Emacs and Vim.
This section will also showcase support markdown.

Reading code: This section looks at the different tools at your disposal to
better read code such as diagrams and method hierarchies.
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Improving code completion

Code completion in PyCharm is really quite something, and there are many things
that you can do to enhance it even further. PyCharm normally gives you code
completion options as you type:

@class Meta:

= def __init__ {zelf):
se
P gelf

'S =

o

stattr (p_object, name, value)

license (args, kwargs)

raize

However, if you press Ctrl + spacebar while this popup is on the screen, you will get
even more code completion options:

[ijclass Meta:

= def _init (s=lf):

Clizlice

v 1302022 9p

@ 1302022 jp 1

Note that islice is not even imported, yet PyCharm can smartly tell you that you
can use it, and if you chose to do so, it will be automatically imported. PyCharm also
supports Cyclic Word Completion also known as Hippe Complete (Alt + /), which
can prove to be very useful when you want completion in strings:
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def init ({=zelf):
FREFFF
SUper sSammy susle sarah sbtephan shape source
FrEFRE

some long variable name here muhashahahshaha = "'

bad wvariab

=
m
|
i
=]
m
Il
1]

SUpeY sSammy sSusle sarah stephan shape source
FFFFFF

aome_long variable name here muhahahahahaha =
bad_wariskle name = 'some long variable name here muhahahahahaha'

T __init_ (3elf}:
FEFEFF
SUpey sammy susie sarah stephan shape S0Urce
FFFEFF

Furthermore, you can fine-tune your completion options:

@ ) Editor » Code Completion Reset
S5H Terminal
Tasks Code Completion
Terminal
Vagrant Case sensitive completion: \i/[ Mone n
Version Contral Auto-nsert when only one chaice on:
IDE Settings . .
Appearancs \E/ E Basic Completion { Ctrl+Space )
Database 3 E Smart Type Completion { Ctrl+Shift+Space )
Debuager \u/
Diagrams | 4 /D Sort lookup items lexicographically
Editor o
Smart Keys | 5 - E Autopopup code completion
Appearance [~
Colors & Fonts [] Insert selected variant by typing dot, space, etc.
Editor Tabs
Code Folding B /El Autopopup documentation in (ms): 1000
M

For explicitly inveked completion

Auto Import
Emmet (Zen Coding)
External Diff Tools
External Tools E ;

Autopopup in {ms): 1000
File and Code Templates -
File Types [ show full signatures

anaral

7 -~ Parameter Info
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Here, [1] is, by default, set to first letter, and I feel it's best to demonstrate this with
an example.

With first letter, you will need to type in a capital k in order to get KeyboardInterrrupt;
otherwise, it will never show up in your completion options:

__Dain  ':

if __name ==
while True:
Lry:
time.aleep(2)
print{"zzzz"
except K

FeyboardInterrupt
C FeyError

S LookupError
Press Cirl+Period to choose the seleced (or first) suggestion|

But, with the setting set to None, you don't need to type in a capital k:

print{"zzzz")
except x ?
C FeyboardInterrupt

C EeyError

C LookupError
Press Ctrl+Period to choose the selecy

I set my case sensitivity to None because I'm too lazy to press Shift.

What [2] and [3] do is pretty self-explanatory, however, you might be confused at
what Smart Type Completion does, and you're right to be. It has nothing to do
with Python, but it's a JavaScript feature in PyCharm that gives you better code
completion options when you're writing JavaScript.
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This would be a good time to tell you that PyCharm has what I like to call Fuzzy
Completion, which means that in the preceding example, if you were to type in ki, it
would take you to KeboardInterrupt, but this is not limited to camel case alone, it
also extends to underscores:

I;ijde f some_normal_ func():
& pass

I:Tjdef some_happy func():
) pass

Hldef some_super awesome_func():

=1 pass
if _name == '_ main ':
print {Eﬁﬁb

@ Fome_super awedome func ()
Ctrl+Down and Cirl+Up will move caret down and up i

Again, [4] is self-explanatory. It will simply arrange your options in a certain way
(basically, alphabetical, but numbers appear before letters). Toggling [5] will allow
completion options to display commas, semicolons, and a whole host of other
characters. This can slow down PyCharm quite a lot on slow systems. Option [6]
will automatically open documentation when you press Ctrl + spacebar on a
completion option:

inspect.cl

@ classify class_attrs (cls) inspect Documentation for dassify_dass_attrs
m cleandoc (doc) inspect 4+ i < Python 2.7.6 (C:fPython27/python.exe) > 4
m getclasstree (classes, unigque) inspect

def classify class attrs(cls)
Inferred type: {(cls: unknown) -> list

m jzclass {objeect) inspect [

Return list of attribute-descriptor tuples.

For each name in dir({cls), the return list contains
with these elements:
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The Parameter Info popup, [7], shows you the parameter information that looks
similar to a little callout:

il name == main

for 1 in range()

| start, stop=Mone, step=MNone

This will automatically pop up, and if it goes away for some reason, you can always
bring it back with Ctrl + P (Parameter Info).

Understanding what intentions can do for you

If you've ever wondered about what that yellow light bulb means, it's simply

an indication that there are possible intention actions at your disposal. Intentions
in PyCharm are context-specific actions that you can invoke with Alt + Enter
(Show Intention Actions). One very useful example of intentions at work is
when using language injection in strings.

i name == ' main ':
html_text = ''

¢ Inject Language fReference ®

And with that, we can insert the many different languages that PyCharm supports:

if _name == main
html_text = "'
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The best part is that you get syntax highlighting and snippet completion within the

string as well:

if _name ==
html text =

' main ':
'<html>" %
"<body>" %

! Hello World!'
kraivs

'</body>' A\

'</html>'

<div class="container">' \

But, injections are not limited to languages alone, for example, you can have things

such as file paths:

demo_html _path =

T</body>"
'</h
(), file

[ - .
itEn Localization file (Locz

File Reference

You can have a look at all the intentions at your disposal here:

-

Q

|
WM

(\Q.

IDE Settings
Appearance
Database
Debugger
Diagrams
Editor
Emmet (Zen Coding)
External Diff Tools
External Tools
File and Code Templates
File Types
General
HTTP Proxy
Images
Intentions

Keymap

Live Templates
Menus and Toolbars
Notifications

Passwords
Plugins
Python External Documen...

) el

@ Replace Single-Quated St
[/] Shift Operation
@ Replace Multiply with Shif
@ Replace Shift with Multiply
E Language Injection
E Edit Injected Fragment
@ Edit Injection Settings

B4 Inject Language [Reference
@ Un-imject Language fReferenc
[¥] Python
[ Convert ‘from module impart' -
[ Convert ‘impart module’ to 'frc
E Convert between single-gquots
[/ Conwert dict constructor to di
[W] Convert dict literal to dict con:
@ Convert farmat operator usac
[ Convert from variadic to norm

Des

Injg
atty

Befq

Afte
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All the intentions are context-specific; sometimes, they're tuned specifically for
languages and others are often more general purpose. For example, in Python, you
have the intention to convert from a single-quoted string into a double-quoted string,
however, language injections work across different languages. You can get a good
idea of what these intentions do just by looking at its individual page:

Intentions ¢ Python ¢ Convert import module' to ‘from module imps

Description

This intention replaces import foo with from foo import ...
and drop qualifiers at references to names from foo.

Before

import asys
name = 3ys.argv[0]

After

|Er|:rm gy3 import argvl
name = argv[0]

Powered by
PyCharm

It gives you everything that you wanted to know about intentions, but notice what
it is powered by. In this case, this is one of PyCharm's core functionalities, but some
intentions are powered by plugins, so if one does not work, you can figure out what
is causing the problem.
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Collecting runtime types

Code completion is probably the reason why most of us use PyCharm. The PyCharm
team spends a lot of their time improving and refining completion options not

only in PyCharm but also in other IDEs. One of the easiest ways to improve code
completion is to gather runtime data.

e @ Preferences

Build, Execution, Deployment » Python Debugger @& For current project

¥ Attach to subprocess automatically while debugging

Collect run-time types information for code insight Clear caches

L vent compatible debugging

Cancel

Collecting runtime types allows PyCharm to provide better code completion. This
runtime data is collected every time one debugs a program, not when one simply runs
it. If by any chance, PyCharm shows you the wrong types, then clearing the caches is
the best way to solve the problem.
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Adding docstrings and type information

Docstrings are parsed and used by PyCharm to give you better code completion as
well as better quick documentation information. Here is an example, using Intentions.

5

=]

Hclass Person:

def init (3elf, name, age, gender, country |

zeli.age = age
zeli.name = Name

y_of origin):
® Add field 'gender’ to dass Person 3
=# Insert documentation string stub e

= Spedify type for reference in docstring »

Say we wanted to make a Person class so that we can declare the class and add a few
parameters toits __init__ function:

2

=]

Fclass Person:

def init (zelf, name, age, gender, country

zeli.age = age
seli.name = name

¥ of origin):
® Add field 'gender’ to dass Person ]
=# Insert documentation string stub e

= Spedify type for reference in docstring »

We can also add parameter info through docstrings or annotations (in Python 3) and
since docstrings work for both Python 2 and 3, we're going to stick with them.

Clclass Persomn:

liJ def init (3elf, name, age, gender, country of origin):

gelf.country_of o

¢ Insert documentation string stub 3
= specify type for reference in docstring »

zelf.gender = genl
] zelf.age = age
2 self.name = name
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This causes PyCharm to generate a lot of documentation for me (for free!):

def init (self, name, age, gender,
e

Let me take a step back to say that this docstring is in a particular format, that

is, it's in rst or reStructuredText. This means that PyCharm can parse the string
and get information regarding the parameters to the init function and class it is
initializing. Note that you have the choice between Epytext and reStructuredText.
I suggest using reStructuredText because that is what PyCharm uses to generate
documentation skeletons for a variety of std1ib classes. Here is where all of these

options are set:

v

Libraries
Code Quality Tools
J5Lint
JSHint
Closure Linter
Language Injections
Project Interpreter
Python Interpreters
Project Structure
Python Debugager
Python Template Langu...
Schemas and OTDs
XML Catalog
Scopes

T

I Python Integrated Tools

Package requirements file:

Default test runner: Unittests

Docstrings

Docstring format: IreSh’uv:thedT ext

@ Analyze Python code in docstrings

reStructuredText

Sphinx working directory:

[ Treat = txt files as reStructuredText
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Now that we've put in some information regarding our Person object, let's see what
the Quick Documentation (Ctrl + Q) brings up:

if _name_ == '_ main_ ':

Person()

Documentation for _init F
[ Demo [

Font size: ﬁ’\ .
| 1 1 1 1 1

def init {SElf, name, oyc, yYclucl, CUWILLY WL LIyl

name: The name of the human
age: How old the human is

gender: Male or Fermale
Somewhere on the planet, hopefully

country_of origin:

This is great, but we can get even more information out of docstrings. So now
using another intention option, we can generate the parameter types for each

of the arguments for Person:

Flclass Person:

IE,I def init (zelf, name, age, ge
I}) ¢ Spedfy type for reference in docstring ®

And with this, we can say that the name will be of type str:

FClclass Person:

= def init (self, name, age

[i;‘ FERFEF

basestring
(PpaAram 52| Crl+Down and Cols
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With this, you get even more information from Quick Documentation:

Please note that you need to be careful when adding docstrings because they require
special formatting. So, in this case, we have the following:

il name == '_ main ':
Person()
Documentation for __init__ Fa
& Demo -I.I'
def  init (self, name, age, gender, country of crigin)
name: he name of the human
age: ow old the hurman is
gender: ale or Female
country_of _origin: omewhere on the plnet, hopefuly
= e

:type name: str
:param name: The name of the human

:type age: int
:param age: How old the human is
:type gender: str

:param gender: Male or Female

:type country of origin: str
:param country of origin: Somewhere on the planet, hopefully
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See how we have the type of the parameter first, then its description, and finally

a blank line between parameters. This is best practice, so even without PyCharm
someone can quickly read about and understand the different parameters. This is
how you need to arrange the information in your docstring in order for PyCharm to
give you useful quick documentation. Docstrings can also be used by PyCharm to
help you write more accurate code:

Expected type ‘int', got 'str' instead more. .. (Ctrl+F1)

PyCharm correctly points out that you've put in the wrong parameters, and this kind
of static analysis can be very helpful. Also, note that you can choose to tell PyCharm
to ignore the problem (by pressing the right arrow after we've selected Inspect 'Type
checker' options):

¢ Inspection Type checker' options

=» Convert single-guoted string to double-quoted string #
= Inject Language /Reference e

=» Spedfy return type in docstring e
& Suppress for statement

This will add a new command above the line, telling PyCharm to ignore the type
checking for this statement:

Docstrings can provide a lot of code completion options for functions, however, they
often fall short when it comes to providing code completion options for metaclasses.
This is to be expected since docstrings provide static analysis.
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The skeletons in PyCharm's closet

No, it's not that PyCharm has something to hide; it's just that it has a lot of skeletons
generated for different modules, and you can take a look at them too:

il External Libraries
P < Python 2.7.6 (C:/Python27/python.exe) = [C
python-skeletons (library home!
nose
oS
__builtin__.py
ALTHORS, txt
builtins. py

i) ol

collections. py
cStringlO.py
datetime.py
decimal .py
io.py
LICEMSE. twt
math.py

i) el el gl 5l 5l 5

pathlib.py

re.py
README.md

shutil. py

I o) k) ik

sglite3.py
SiringIO. py
struct.py

5 "R TR L R T

subprocess.py

Python skeletons provide a lot of the code completion that you see in PyCharm,
and all are hosted on an open source GitHub repository at https://github.com/
JetBrains/python-skeletons.
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And when I said skeletons, I meant skeletons! These are not implementations;
they are merely something that PyCharm can statically analyze. Let's look at
the decimal . py file:

Decimal(

Floating point cla:

decimal.Decimal()

There's no implementation here, just the bare information that PyCharm needs to
give you the code completion options you need. The skeletons are still a work in
progress but are getting better every day.

Setting up IPython Notebook

Support for the IPython Notebook is one of PyCharm's newer additions. Before

we can do anything, we need to make sure that [Python is installed as one of our
packages in the interpreter. Unfortunately, if we install IPython through PyCharm's
package installer, all the requirements will not be installed. So, the best way to install
IPython is through the following command line:

pip install ipython[alll]
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This will install IPython and all its requirements. Now, we can create a new
notebook with the extension of . ipynb, and PyCharm will recognize this. If all the
requirements are not installed, PyCharm will complain that the connection to the
server is being refused. Once we make a . ipynb file, we will see a different interface
from other Python files.

@ TestBook.ipynb

= Code

In [2]: nafiul says = "My name is l-la{-iul”
2]:

Take a look at how we split
this string

In [3]: nafiul says.split()

['My', ‘'name’, 'is’, "Nafiul']

See? We get a list

for i, word in en a(nafiul_says.split()):

In [4]: : :
' print i, word

0 My

1 name
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This is just like the IPython Notebook interface that we're used to. The only
difference is that we can now get code completion too.

3 Nafiul

. nafiul s

Editor plugins
PyCharm is extended through plugins, and one can install them by simply browsing
the Plugins catalog in PyCharm:
Plugins
Q- Show: | All plugins *
"".gins e, .ignore

Jgnore * Uninstall plugin

AceJump ' Version: 1.0.2

Angular)S E
Agnore

BashSupport

Bitbucket

CoffeeScript

CSS Support

CVS Integration

Install JetBrains plugin... Browse repositories...
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The PyCharm plugin ecosystem is so large and so important that there is an entire
chapter dedicated to it in this book. However, in this section, we will look at two
plugins in particular: IdeaVim and emacsIDEAs.

IdeaVim was created by JetBrains. It offers full emulation of Vim and is freely
available on the repositories.

® @ Browse Repositories

Q- ideavim| (5 | Category: All »

*  EDITOR
IdeaVim

EDITOR .
[#] Install plugin

Relative Line Numbers
wddddr 855661 downloads
Updated 12/3/14 ver 0.39

Build 0.38-271

See also:
] for

ol tracker for featu

Change Noles

@ Various bug
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However, the other plugin, emacsIDEAs, is not supported by JetBrains. This is a
third-party plugin, but has a high rating and is regularly updated.

® @ Browse Repositories
Qr emacsidea (% | Category: All =

i NAVIGATION
¥ emacsIDEA- 5389 Akdih emacs|DEAs

NAVIGATION 2 months ago

[#] Install plugin

*dhhdd 6389 downloads
Updated 1/10/15 wver 1.3.2

Porting some great extensions of emacs to Intellij 1D
CopyWithoutSelectAction.
AceJump

® C-L't"'m’ : Basic Word Jump | Ty
type marker char (eg. 'm’) to move ca
® C-J 't''m’': Basic Char Jump
AceJump, jump to special place

" : Jump to line end or start. | To s
s target char

Copy without selection:

@ C-c w:Copy word

Writing code

This section has been purposely kept short and only showcases three powerful
features that many PyCharm users are not completely aware of. The first two
features are very simple and require us to simply use a keyboard shortcut,
while the other feature requires a little more work.
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Refactoring

Refactoring is one of PyCharm's most powerful features and its capabilities
go beyond a single file. One of the simplest ways to see this feature at work
is renaming a variable or a function:

def add_one (n) :
return n + 1

def foo(func, n):
return func(n)

foo(add_one, 2)

In the preceding example, we want to change the function name foo to apply (because
it makes more sense). This is of course a simple example, but helps prove a point.

def add_one(n):

Focf~Ad ann ' %
Copy Reference

[ Paste
Paste from History...
Paste Simple
Column Selection Mode

Find Usages
Refactor Rename... {F6

. Change Sigf‘?ature... #F6
Folding
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This brings up another window that gives us a few options:

® @ Aename

Rename function foo and its usages to:

floo

Search in comments and strings Search for text occurrences

Cancel

Here, [1] is very useful if we have put docstrings into the functions that describe
variables. [2] will search for text documents such as . rst and .md. This already
shows you how far PyCharm can go in its analysis. In this simple example, we don't
need to turn on [1] or [2], so let's see what happens when we just go ahead with what
we have.

Find Refactoring Preview
¥ Function to be renamed to apply

@ foo(func, n)
¥ References in code to function foo (1 reference in 1 file)

¥ Unclassified usage
v [3GithubBlog
v O
v B

= #

(12: 1) foo(add_one, 2)

Cancel Do Refactor
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This panel might seem complicated, and we don't have to understand what all the
buttons do to take advantage of what this panel has to offer. We can see the function
that we are going to name, in this case foo, and the places where it is referenced. By
default, things are grouped by directories and then by files, and it's best to keep it this
way (although we can change this as well). In this case, we have only one use case of
foo, and that is being shown under the aptly named file, refactoring.py. However,
one of the buttons that I do find very useful is the one indicated by the arrow that will
show the exact code in a side panel (although we cannot edit in the panel).

Once we hit the Do Refactor button, we can see that foo is now renamed apply. As
I've mentioned before, this is a simple example because this can be used to refactor
everything from module names to setting variables in totally different packages with
usages all over the place. As long as PyCharm knows that a file exists, that is, it is in
the PYTHONPATH, it will search the file for relevant usages.

Multiple cursors

Multiple cursors has been a long-awaited feature in PyCharm and its addition has
everything to do with sublime text championing this much-loved feature. Placing
cursors is easy; all we need to do is add or remove a caret (Shift + Alt + click).
Clicking on the same place a second time after a cursor has been placed will remove
the cursor. This is rather difficult to show in a book, but it looks similar to this:

def add_one(n):

{eaf appl}l‘l:fﬂ'nc_. nj:
eturn func(n)

We can also get multiple cursors by invoking Add Selection for Next Occurrence.
This allows us to place a cursor on the same occurrence of a symbol.

T
f app_add|func, n):
return func(n)

app_addf add_one, 2)
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We can also use Alt + drag to get a straight perpendicular line of cursors.

This can be really useful when trying to add trailing commas at the end of each item
in a list or dictionary, for example.

doc_mode

This is something I coined myself. It is not an official feature, but rather something
that you can set up in PyCharm. This mode is terribly useful when you want to
explore a new library. Here we have a Quick Documentation popup, but what if we
wanted to see the documentation in a panel and that panel updated as we invoked
methods or functions?

os.path.abs pﬂ"th (1

Cd < Python 2.7.6 virtualenv at ~/GithubBlog/.venv (1) >

def abspath(path)
Inferred type: (path: T <m ptr | onicode) -> T <= gtr unicode

Return the absolute version of a path.
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What we first need to do is change Quick Documentation from Floating Mode to
Pinned Mode:

at ~/GithubBlog/.venv (1) > v Auto-update from Source

str | unicode) => T <= gtr | unicode Show Toolbar

| path. Pinned Mode
Vv Floting Mode
¥ Show Views as Tabs
Move to
Resize

We also need to disable Floating Mode. This part is confusing since we need to click
on the gear icon again and then disable Floating Mode, just like we enabled Pinned
Mode. After it is pinned, we need to invoke Quick Documentation again. Click on
the gear icon once more and select Docked Mode. Make sure that Auto-update from
Source is also selected.

e Auto-update from Source

C& GithubBlog
No documentation found. Show Toolbar

Pinned Mode
Docked Mode

Floating Mode

Split Mode

Show Views as Tabs
Move to

Resize
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Once this is done, we can now get documentation as we type.

sl

L < Python 2.7.6 virtualenv at ~/GithubgBl...

fUsers/quazinafiulislam/Library/Caches/PyCharm4(
{sys.py

This module provides access to some objects

used or maintained by the interpreter and to
functions that interact strongly with the interpreter.

Dynamic objects:

argv -- command line arguments; argv[0] is the

script pathname if known path -—- module search

path; path[0] is the script directory, else

modules -- dictionary of loaded modules

displayhook -- called to show results in an -
interactive session excepthook -- called 1o handle Press . to choose the selel
any uncaught exception other than SystemExit

Reading code

This section covers the different tools available in PyCharm to help you read code
better. This is not an exhaustive list, however, as there are so many features out there.

The lens mode

When editing, you might notice that there are different colored bars on the right-hand
side. If you hover over these small bars, you will be able to see the warning, error, or
information in question. This is what PyCharm calls lens mode.

_hmr'g;[ = False
super(Parser, self) (*args, *“kwargs)

lef parse_args(self, env, args=None, namespace=No

= env |Instance attribute env defi

no_options = super({Parser, self)\
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This is really quite useful when you want to take a quick look at the code. You can
also see that lens mode will show you all the messages that the colored horizontal
bars mean. In this case, you can see that by placing the mouse on the dark yellow
bar, we can see the message that it is trying to convey. This can give you a quick
bird's-eye view of your code. But, usually, when I want to see what a particular
function does, I use Quick Documentation or Quick Definition.

Diagrams

The Diagrams option can also give you a great view of your code; you can simply go
to any class and choose to see its inheritance diagram:

Par: Copy Reference
s€

5¢ " Diagrams
@ Open on GitHub - « Show Diagram Popup... U

@ Create Cist...

This popup will show you a quick representation:

" Diagram for httpie.input.Parser

@ object
A A

@ argparse._AttributeHolder @ argparse._ActionsContainer
S A

@ argparse.ArgumentParser
A

@ httpie.input.Parser

[73]



Editing

This is great if you want a quick look, and you can also choose to take a look at the
variables and methods of the classes:

>
Show Categories » @ Methods
Add Class to Diagram... Space

Refactor

tionsContainer
Git »
A Zoom In
S, Zoom Out
2, Actual Size
= Fit Content
Select All
Deselect All
Layout
+ Apply Current Layout
| Export to file

! Print Graph
rint Preview

Show Edge Labels

However, this can get a bit too much to see in the popup comfortably, so it's better
to just look at it in a tab of its own. So, using Show Diagram... can instead provide a
much better way of navigating large class structures easily:

.
| @ httpie.input.Parser

:'@_inil_(self, *args, **kwargs)

| @ parse_args(self, env, args=None, namespace=None)
j@_prin(_mes e e, file=None)

| @ _setup_st-=-~- -smmmm-tonin
| Jump to Source

Find Usages

| ® _apply_cc
| @ _process_
| @ _apply_nc
| @ _body_from_t

| @ _guess_method(self)
| @ _parse_items(self)

! @ _process_output_options(self)
| @ _process_pretty_options(self)
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The best thing is that you can easily navigate to the source as well. These tools have
helped me immensely when trying to understand open source libraries such as
requests and httpie.

Method hierarchies

Method hierarchies can be very useful in trying to determine what other methods
are being called to be a method as well as what methods call a particular method.
If that's a mouthful, let me demonstrate with an example:

# encoding=utfs

import time

def say doing something() :
time.sleep(1)
print ("We are doing something")

def say we did something() :
print ("We did something")

def do_something(a) :
say doing something ()
_ret = a + 1
say we did something()

return _ret

if name == ' main ':
print (do_something(10))
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In the preceding example, there are three simple methods. When we call do_
something, we call say doing something, which calls time.sleep. After say

doing something is called, add 1 to the initial argument, a. Then, we call say we_
did_something. We finally return _ret. This is an improvised decorator; there are of
course far more elegant ways of writing the preceding code, but bear with me. If we
now jump into PyCharm, and ask to get all the called methods in do_something, we
not only get that, but also the methods that say doing something calls, by looking at
the Callee Methods Hierarchy. First, we must move our cursor over do_something
and then invoke Call Hierarchy. Once this is done, we should see a new panel with the
call hierarchy of do_something.

| SOy = [

Callee Methods Hierarchy 1o_something
M e L2 Scope: |All~ | 0 X T A

v @ do_something(a) (structly)

m say_doing_semething() (structly)

m sleep(seconds) (time)

m o say_we_did_semething() (structly)

If we now place the cursor on say doing something and invoke Call Hierarchy,
we again get the same panel; this time we can take a look at the Caller Methods
Hierarchy.

| SOOIy = ]

Caller Methods Hierarchy | Of say_doing_something
[ | 'h’|ﬂ. 12 Scope |all~| D & T

v @ say_doing_sormething() (structly)

m do_something(a) (structly)
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We can see that do_something calls say doing_something. Unfortunately,
however, this static analysis does not extend to real decorators. For example,
take a look at the following code:

# encoding=utf-8
from functools import wraps

import time

def sleep for a second() :
time.sleep (1)

def tell all(func):

@wraps (func)

def wrapper (*args, **kwargs):
print ("we are doing something")
sleep for a second()
out = func(*args, **kwargs)
print ("We did something")
return out

return wrapper

@tell all
def do_something(a) :
return a + 1

if name == ' main ':
print (do_something(10))

If we place the cursor on do_something, we will not see test_all as the caller or the
callee. However, if we place the cursor on tell_all, we can see that do_something
is listed as a caller.

Hierarchy Callers Of tell_all

]Fﬂ. 12 Scope: | All = [

m tell_all{func) (testing)

@ do_semething(a) (testing)
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Summary

We learned a lot in this chapter — from how code completion works to how
PyCharm's powerful static analysis can help you read code better. I use
reStructuredText docstrings all the time for my own code so that it serves as
documentation as well as a way for PyCharm to help me write error-free code. There
are of course limitations to all these tools, most notably reStructuredText still does
not support all kinds of types, for example, more complex types that aren't built in.

We also looked at some of the powerful tools at our disposal to write and read
code. Some of these features might change over time, but I'm sure that the basic
functionalities will remain the same.
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In this chapter, we are going to be diving deep into interpreter support in PyCharm.
PyCharm's interpreter support is very powerful, with the ability to support almost
any interpreter — from the most commonly used interpreter, CPython, to less widely
used interpreters such as PyPy and Jython. PyCharm also has powerful console
support. It can emulate both IPython and the normal Python interpreter, providing
the syntax highlighting and code completion that we take for granted from the
editor. What's even better is that code completion in the console is more powerful
in PyCharm than in the editor. By reading this chapter, you'll be able to quickly
install packages, make virtualenvs, and get the most out of code completion in the
PyCharm console. This chapter is broken down into a few parts:

* All about interpreters: This section covers interpreter configuration,
virtualenv creation, package management, and remote interpreters

* The PyCharm console: This section teaches you how to take advantage of the
PyCharm console — from code completion to debugging

All about interpreters

Interpreter features in PyCharm are quite numerous. PyCharm allows you to create
a new project with any interpreter that is installed on your system. It also allows
you to derive a virtualenv from any interpreter installed on your system. And, it
even allows you to inherit global site packages in the dialog box when creating the
virtualenv. However, if you don't like this, you can always launch a project from the
command line with the interpreter of your choice.

Before we start, however, I feel it is necessary to discuss virtualenv. It is a
Python package for managing Python environments. It is freely available on
Python Package Index (PyPI) and can be easily accessed with a pip install.
If you aren't familiar with how virtualenv works, I suggest reading the
documentation at https://virtualenv.pypa.io/en/latest/.
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Adding interpreters

When starting off a Pure Python project in the wizard, PyCharm gives us the ability
to choose any interpreter installed on our system, and it refers to such interpreters as
local interpreters.

] Pure Python
Location: | C:\Users\Mafiul Islam\PycharmProjectsiuntitled |
Interpreter: [r" 2.7.6 at C:/Python27/python.exe n E + ]
S 2.7 at Ci/Program Files/IronPython 2.7/ipy.exe
&) 2.2.1 at C:/Program Files/pypy-2.2.1-win32/ pypy.exe J—

& 2.7.6 at C:/Pythond7/python.exe

Ch\Python34\python.exe

In the preceding screenshot, you can see that I've got quite a few interpreters
installed. The interpreter indicated by the red arrow is IronPython, a Python
implementation for the .NET platform. The green arrow indicates my PyPy
interpreter. The one highlighted in blue is my default CPython interpreter.
PyCharm automatically detects your interpreters for you, but in case it does
not, you can always manually add a new interpreter.

The gear icon indicated by the black arrow allows us to add another interpreter
manually. In this case, we're going to add a Jython interpreter (a Python interpreter
that runs on the JVM). We are first going to choose to add a local interpreter since it's
an interpreter installed on our machine.

0]
B e

Add Remote
Create VirtualEnw
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Once we chose to add a new local interpreter, PyCharm will ask us for the binary of
that interpreter. In most cases, it is a . exe file, but in the case of Jython, it's a .bat

file. In a *nix machine, it will just appear as an executable.

Z Select Python Interpreter

acl X O &

Hide path

| Chjythond. 534 binYjython, bat

&

(e
1 DRIVERS
1 G0G Games
1 HashiCorp
[ Intel
[ jython2.5.3
3 bin

1 Demo

[ Doc
[ extlibs

Once added, we should see a new interpreter ready and waiting to be used as one of

our interpreter options.

ChUsers\Mafiul lslarm’PycharmProjectsiuntitled

Chjythond. 5.3\ jython.bat

- 13

M 2.7 at C:/Program Files/lIronPython 2.7/ipy.exe

& 2.2.1 at C:/Program Files/pypy-2.2.1-win32/pypy.exe
# 2.7.6 at C:/Python27/python.exe

© Ch\Python3d\python.exe

Chjython2.5.3\jython.bat

]
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Creating virtualenvs

PyCharm also allows you to drive a virtualenv from an existing Python interpreter.
Just like before, after clicking on the gear icon, we can add a new virtualenv.

i

=

Add Local
Add Remote

Create VirtualEnw

All we need to do in order to create a virtualenv is tell PyCharm what base
interpreter we want to use [1], the name of the virtualenv, and finally whether we
want to inherit global site packages or not (if we want to install all the third-party
packages in the base Python interpreter as well) [3]. The option marked with [2]

allows us to manually add a new interpreter on the fly.

ez Create Virtual Environment
Mame: | TestEnwv |
Location: | ChUsers\Mafiul Islam’ TestEny | |

e |
Base interpreter: I # 2.7.6 (C:/Python27/python.exe) 1 2__‘ S

[ ] Inherit global site-packages

m Cancel |

However, I dislike this way of creating a virtualenv because in this manner,
virtualenvs get installed all over the place. I much prefer project creation

through the command line.
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Through the terminal

The project creation wizard is an absolute godsend for Windows users since they
don't have to manage virtualenvs through the cmd. However, for *nix users, a far
better option is using the command-line launcher. Creating a launcher is simple; all
you need to do is tell PyCharm that you want one created.

Run VCS Window Help 2
Tasks & Contexts

Attach to Process...
Save File as Template...

. Create Command-line Launcher...
pip Commands >
Analyze Stacktrace...

.. Capture Memory Snapshot

After this, we can open up PyCharm by simply using the newly created charm
command. This is how I create my projects:

mkdir <Project Name>

cd <Project Name>

virtualenv .venv

source .venv/bin/activate

charm .

By invoking PyCharm at the end, PyCharm will use the virtualenv Python interpreter
as the project's Python interpreter. In the command line, whichever interpreter is
directed to by the Python command, is the interpreter that PyCharm uses.
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Installing packages

PyCharm allows you to install packages for an interpreter without ever having to
open up the command line. We can see a list of packages installed by going to File |
Settings... | Project | Project Interpreter.

@

(@

Appearance 8 Behavior
Editor
Plugins
Version Control
Project: Demo
Project Interpreter
Project Structure
Build, Execution, Deployment
Languages & Frameworks
Tools
Other Settings

)

gl (7

Settings

Project: Demo » Project Interpreter For current project

Project Interpreter: I 2 2.7.6 (C:/Python2T/python.exe)

Package | Version | Latest 1_'_| -
Fabric 1.10.0 = 1104 T
Flask 0.10.1 0.10.1 2 1_
Jinja2 273 273 1+
Markdown 252 = 261 2
MarkupSafe 0.23 0.23
Pygments 1.6 » 202
Unidecode 0.04.16 = 0.04.17
Werkzeug 0.9.6 = 0.104
blinker 1.3 13
click 3.3 = 40
pip 1.5.6 =» 6.1.1

m | Cancel | | | | Help |

In the preceding screenshot, the area enclosed by the blue box shows a list of all
the packages installed for this particular interpreter. Using [1], we can add a new
packager from PyPI. Using [2], we can remove a selected package and with [3], we
can upgrade a selected package.
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Adding a new package is very simple; all we need to do is search for it.

(3

Available Packages

':b\' bato|

boto-mangrove
boto-s3-shim
boto3
boto_rsync
boto_utils
botocore
botocore-tornado
botocore_paste
botool
botornado
botoweb

botox
django-boto
djangeo-djaboto

N &

Description

Amazon Web Senvices Library
Version

2370

Author

Mitch Garnaat

mailto:mitchi@garnaat.com
https:Agithub. comiboto/botal

[ Specify version |3-3?-C' 1 |

|:| Options I2 |

[ Install to user's site packages directory (C:\Users\Nafiul Islam\HﬁpData\Roaming\Pﬁhon]

| Install Package | | Manage Repositories : 3

In this example, we're trying to install the boto package. Option [1] will allow us to
install a specific version, and [2] will let us add options to the installation just as we
do in pip (such as allow-insecure). Option [3] allows us to add other repositories
(such as a Git repository) to PyCharm in case you are using a private package not

available on PyPI.
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Setting paths

The PYTHONPATH determines where your interpreter looks when searching for
packages or modules to import. We can take a look at the list of paths included in
our PYTHONPATH. We first need to select Show All to view all the interpreters in
the project interpreter dropdown.

Project: Demo P Project Interpreter For current project

Project Interpreter: I 276 (C:/Pythan2T/pythen.exe) n ’E‘
A 2.7 (C:/Program Files/IronPython 2.7/ipy.exe)
Package &) 2.2.1 (C:/Program Files/pypy-2.2.1-win32/ pypy.exe) +

Fabric 2 276 (C:/Python27/python.exe)

Flask Ch\Python3d\python.exe -
Jinja2 Ci\jython2.5.3\jython.bat T
Markdown

MarkupSafe . .

Pygments 1.6 B 202

Unidecade 0.04.16 » 0.04.17

Then we select the interpreter of our choice [1]. After that, we ask to see its paths

by using [2]. Finally, [3] shows us the list of all the paths available to us. Adding an

extra path is often useful when working with Google App Engine (GAE) since you
need to manually upload some of the libraries you're going to be using. By adding a
path in PyCharm, we can emulate GAE circumstances.

Z Project Interpreters

A 2.7 (Ci/Program Files/lronPythen 2.7/ipy.exe) +
& 2,21 (C/Program Files/pypy-2.2.1-win32/pypy.exe)
e 2.7.6 (C:/Pythond7/python.exe) 1
Ch\Python34\python.exe
Ciyjython2.3.3\jython.bat

LIRS

(23 Interpreter Paths 9
C\Python2 M\DLLs +
CA\Pythond MLib _
CA\Python2 7Lib\lib-tk
C:\Python27 (%]
CiPython2TLib\site-packages Cancel |

m Cancel |
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Remote interpreters

PyCharm can connect directly to your server's interpreter and use it to debug your
script. All you need to do is set up your server and then configure your interpreter.
Adding a server is easy enough; PyCharm uses the SFTP protocol to do so.

l:_Q deployment

| Deployment

Project Settings [™

Options
55H Terminal

IDE Settings
Keymap

ticleInElectricMagnet...

1 I
- LE

~2)

Add Server

Mame:

U

’ My Litte Server| ]

3 M

Project files are dep@yed to a remote host via SFTP

KN (=

Type:
| by SFTP

We now need to configure the server.

Connection Mappings ] Exduded Paths l

Type: |E'FSF|?

Upload/download project files

Project files are deployed to a remote host via S

Your Server's
Public IP

] | Test SFTP connection... I

| [+ | Autodetect |

| |:| Login as anonymous

SFTP host: | 50.11

Root path: | fhome fubuntu

User name: | ubuntu

Auth type: | Key pair (OpenssH) n
Private key file: | i

Passphrase: |

Advanced options...
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You can use your public IP or address. As for authentication, I use Amazon's EC2,

so I get a .penmfile, and that's why Key pair is selected. If you have a username and
password, change Auth type. In Advanced options..., you have the ability to change
the text encoding and the number of concurrent connections; alter them if you know
what you're doing. Some parts are blurred out because this is a server that I actually
use, and it's not that I don't trust you (the very thought of it!). It's just that I don't
trust all the other people reading this book.

With this done, we're on our way to adding our remote interpreter, but with this,
you also get filesystem access to your server. You can edit any file that you have
rights to, you can also SSH into it any time you want with the terminal available
in PyCharm.

Ossh| 1 $5H Terminal
et B L —

Project Settings [Pa . .
Connection settings

Version Control () Current Vagrant
Git
Subversion O Default Remote Interpreter

IDE Sett {(*) Deployment server | My Little Server 3 _n
Keymap
Plugins Default encoding: @|

Remote 55H Exter

Now, you have SSH access to your server:

Search Everywhere: B Include non-project items (Double Shift)

Actions [Ctrl+5Shift+4)
Start S5H session...

Preferences [Ctrl<AlR=5)
55H Terminal

55H Rernote Run
Delete all stored credentials for 'http', 'svn' and 'svn+ssh.., Version Contro

Remote 55H External Tools Remote 55H

w0 MoOre
Symbaols [Cirl=Alt=Shift+N)
£) ¢ SmoothShading THREE (three.min.js, js)

f) = PCFSoftShadowMap THREE (three.min,js, js)
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I found these tools very handy when working on a Windows machine.

Now that all of the server configuration is done, and we know how to SSH into
our server, we can get started on configuring the interpreter. You will find it rather
anti-climactic now that we've configured the server:

'iQ interpreter ./ Project Interpreter
' . . |
Project Settings [ParticlelnElectr... Project Interpreter I] n 2
Console
Python Console Add Local
Inspections Package | Version (1R Add Remote k]
JavaSeript Create Virtua.. |
Bower .
Project Interpreter 1 - OrSes
S5H Terminal |
After choosing to add a remote interpreter, we will get this popup:
@z Configure Remote Python Interpreter
() S5H Credentials () Vagrant ':E:' Deployment configuratic. 1
Deployment configuration: ‘ #in My Little Server n
Deployment Host URL:
Python interpreter path: | Just/bin/python . 2 |
o T

Now that all of this is done, PyCharm will upload a couple of important files to your
remote interpreter that will allow you to use the interpreter as if it were right here on
your local machine (this might take some time depending on your connection):

Uploading PyCharm helpers...

Now every time you run a script, it will be run through the remote interpreter on
your server. You can always change back to the local interpreter of your choice.
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Using Vagrant in PyCharm

Setting up Vagrant with a headless Linux box is so automated in PyCharm that
it's almost no fun. The only prerequisite is that we have Vagrant installed on
our machines and you don't even need to have a box installed. PyCharm will
automatically download the default Vagrant box in case you don't have any
installed on your system. We can initialize Vagrant like this:

Run VC5 Window Help
Tasks & Contexts r

A Attach to Process... letion.py

Save File as Template...

Analyze Stacktrace...
ﬁ't Capture Memory Snapshot
l_') Python Console...
E Create setup.py

Show Code Coverage Data Ctrl+Alt+F6
#1 Deployment »

Test RESTful Web Service

Start 55H session...
¢ Reload
é. Provision
Il Suspend
P Resume
B Halt
A Destroy

Init in Project Root

If we don't have a box handy, PyCharm will offer us the option to download a box of
our choice, with lucid32's URI already in the dialog box.

@z Add Vagrant Box

Box name ‘ lucid32 ‘

Box URL [ http://files.vagrantup.com/lucid32.box ]

“o BT

{
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In case we already have a box installed, PyCharm will just go ahead and initialize it
for us.

Run L“ vagrant init lucid32

vagrant init lucid3z

G A "Vagrantfile® has been placed in this directory. You are now
[ ready to “vagrant up® your first virtual environment! Please read
the comments in the Vagrantfile as well as documentation on
A “wvagrantup.com® for more information on using Vagrant.

Process finished with exit code @

Now we can Vagrant up by navigating to Tools | Vagrant | Up.

Eile Edit View DNavigate Code Refactor

Run MGEIER VC5 Window Help

[ Demo ; [ code_completion.py | Tasks & Contexts
[ Project - [T T Attach to Process...
1 Demo (C:\Users\Mafiul Islam PycharmF |1 Analyze Stacktrace..
£ vagrant ﬁi’? Capture Memory Snapshot
st l") Python Console..
E hello.py
. Show Code Coverage Data

r:'r code_completion.py
[ demo.html & Deployment
[& demo.py Test RESTul Web Service
[ init.py Start S5H session...

Run P vagrant up

BT > TR

G
|
X

vagrant up

default: Adapter 1: nat

default: Booting WM...

==> default: Forwarding ports...
default: 22 =»> 2222 (adapter 1)

Bringing machine 'default' up with 'virtualbox' provider...
==> default: Clearing any previously set forwarded ports...
==> default: Clearing any previously set network interfaces...

==> default: Preparing network interfaces based on configuration...

default: Waiting for machine to boot. This may take a few minutes...
default: 55H address: 127.8.8.1:2222

default: 55H username: wagrant

default: S5H auth method: private key

default: Warning: Connection timecut. Retrying...
default: Warning: Connection timecut. Retrying...

letion.py *

G’} Reload
ﬁ-. Provision
Il Suspend
2 Resume
[ Halt
0 Destroy
Init in Project Root
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Vagrant acts like a remote interpreter on your local machine, so you can actually SSH
into your Vagrant machine any time you want after it has been turned on.

™ vcs Window Help

Tasks & Contexts

Led

Attach to Process.

Save Fi Select host to connect
Analyz Edit credentials...
Iy Little Server
ﬁ; Captun Y
g Remote Python 2.7.6 (sftp://ubuntu fusr,
¢ p Vagrant at C:/Users/Nafiul Islam/PycharmProjects/Demo
e _.cate setup.py

Show Code Coverage Data Ctrl+Alt+F6

#, Deployment
Test RESTful Web Service

Start 55H session... 1 y
~4—

Vagrant

We can now add yet another remote interpreter, and load this directly from the
Vagrant file, so PyCharm automatically adds it for us.

@z Configure Remote Python Interpreter

() S5H Credentials lE:l Vagrant () Deployment configuration

Vagrant Instance Folder: |Users\NafiuI Islarm\PycharmProjects\Demo |

Vagrant Host URL: sshe//vagrant@127.0.0.1:2222

Python interpreter path: | Jusr/bin/python H:I

m Cancel |

And now, if we set our project interpreter to the Python interpreter in Vagrant, the
files will be run using the Vagrant interpreter, all within PyCharm.
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The PyCharm console

The PyCharm console is another fundamental part of PyCharm. In essence, it's the
Python REPL with autocompletion and variable watch (which we will get into later).
Right now, let's take a look at what the console offers us:

n [RE VCs  Window  Help

Tasks & Contexts ]

Analyze Stacktrace...

(=W Fun Python Console. ..

Show Code Coverage Dats

#1, Deployment

Ctrl +alt+Fs

]
Open Terminal. ..
Start 55H session...
Test RESTHUl Web Service
Vagrant ]

You can of course invoke the same action from the Find Action and Search
Everywhere search boxes. This opens up the following:

Run - Python Console
C:\Python27wpython.exe -u C:\Pr
ByDev conaole: starting.
import avar print({'Python %3 on
Python 2.7.6 {default, HNov 10 2
ays.path.extend ([ "C:\\Uzers\\Ha

-

Hwvw X HH

Ty
]
|:..
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Most buttons are self-explanatory, except for the two indicated by the arrows. The
first is what I like to call variable watch; in essence, this shows you all the variables
in your console (by pressing it, you toggle it):

Run [ Python Console

CI.- C:\Python2Thpython.exe -u
PyDev conscle: starting.
| import sys; print('Python
» Fython 2.7.8 ({default, HNov
b
?

__builtins_ = {dict} {bytearray": <type
gys = {module} <madule 'sys' (built-n) =

sys.path.extend(['C:\\User

= |

*

T

]
[_..

New variables and the changes in variables are shown in blue:

Run = Python Console

ch.- C:\EBython27\python.exe 1
FyDev console: starting
| import 3v3; print{'Pyth:
5 Python 2.7.6 (default, -
g
?

= _ buitins__ = [dict} {bytearray": <type bytearray'=, 'Tndes
= o5 = {module} <module 'os' from 'C:\Python27Viblos. pyc' =
gys = {module} <medule 'sys' (built-n) =

3y3.path.extend (["C: 0\
>»> import o3

}}}I

4
]
Erd

|

The Variable Watch button is even more powerful, but that's a topic for
Chapter 6, Debugging.
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The second button after variable watch is actually pretty useful; it's a history of all
the commands you've entered into your console throughout the project, so even if
you close PyCharm or even shut down your system, the history will have dutifully
recorded all the Python statements that you have entered:

10 import o3
dir{map)
import hoogly

print {demc.read())

Console configuration

Now let's head over to a few of the options that we have for our Python console:

(Q I Console » Python Console Reset

A

Project Settings [Demo]

Buildout Support BT

Code Style 1.‘-"' Environmant variahles: | | El
Compass Support

Console 2 . Python interpreter: | Project Default (Python 2.7.6 (C:/Python27 fpython.exe)) ﬂ
Coverage .3 . Interpreter options: | |
Deployment 4 Working directory: | | [
Django Support - —
File Colors Configure Interpreters

File Encodings 5 [¥] Add content roots to PYTHONPATH

File Watchers "

Google App Engine 6 [ Add source roots to PYTHONPATH

Inspections T

JavaScript Starting script

Language Injections |
Project Interpreter

Project Structure o
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With reference to the preceding screenshot, with [1], we can define our
environment variables:

Environment variables: | HELLO=\World | E]

|:| Indude parent environm

With this, you can now see the environment variables in the console (make sure that
you restart your console):

Rm.'PrtlmEnnsnIE

G import sya; print('Python %3 ¥ = environ = {nstance} _Environ: $TMP': 'C:\\Users)
Fython 2.7.8 (default, Hov 10 v = data = [dict} LTMP': 'C:\\Users\INAFTUL ~ 114

[ | ay3.path.extend ([ "C:\\U3era'\’ 'SYSTEMDRIVE' (20058048) = {str} 'C:'
¥ |7>> import os 'APPDATA' (20142304) = {str} 'C:\\Users)
> “: ; i lzﬂ'ﬂf"ﬂtem{'ecm SHELLO®') :5 'PUBLIC' (20142336) = [str} 'C:\\sers\P
= o 'HELLO' {20142208) = {=tr} "World'

! : 'PROCESSOR_IDENTIFIER' (20040448) =
- . TMP' (20006288) = [str} 'C:\\sers\\NAF
= s 'HOMEDRIVE' (20142272) = {str} 'C:'

= M[Mal 7rekan! P Ty — Fedet Wbl lrme s LIRS
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With that out of the way, you can set the path to your interpreter with [2], and
provide additional arguments with [3]. The working directory can be specified
with [4]. Enabling [5] simply adds your project root to the PYTHONPATH:

[ src |
M k
E| dema.k =
A, demo.p &6 Cut Ctrl 4%
fa. init.py [J] Copy Ctrl+C
ExternalLii  Copy Path Ctrl+5hift+C
Copy Reference Ctrl+alt+shift+C
[ paste Ctrl+v
File Path Ctrl+Alt+F12
Compare Directory with... Ctrl+D

Mark Directory As B

&) Create Gist...

Sources Root

You can also add your source directories to your PYTHONPATH by enabling [6].

You can make a directory a source directory by doing this:

Run [ Python Console

|
X
S

PyDewv conscole: starting.
import av3:; print{'Python %3 on %3°'

Python 2.7.6 (default, Nov 10 2013,

gya.path.extend ([ "C:\\Uzera\\Nafiul Islam\‘PycharmProjecta‘\\Demc"])

cr.- Ci\Python27\python.exe -u Ci\Program Files“JetBrains“PyCharm 3.1.1‘H

% (3ys.versicn, sv3.pla

159:24:18)

'

[M5C v.1500 3 t (In
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With that, when you open up your console with [6] enabled, you can see that
PyCharm adds the directory to the PYTHONPATH, and hence, you can import
files from that directory:

File Edit Wiew MNavigate Code Refactor Run Tools WCS Window Help

[ Python Console Pdemo~| P M B2 Q
|E3 - - 2 E.hellu.py *®

| Demo [C:sers ) Iédef greet(): ]
[ src 9 print "Hello from a source directory! :-)"

E. hello,py

E demo. html Iéldef say_bye():
E. demo.py @ print "Ciao"
e . .. E

Run [ Python Conscle

=g r . i T T e
C'.' ByDev conscle: starting.
import sv3; print({'Python %3 con %¥3' % (3sv3.versicn, 3ys.platfcrm))
Python 2.7.6 (default, NWow 10 2013, 19:24:18) [M5C v.1500 32 bit
x gy3.path.extend ([ "C:\\Users'\\Nafiulglslam\ PycharmProjectsi\\Demo',

»>»» from hello import JN

im say_bye

As you can see, you can also get code completion for the .py file inside the
src directory.

Last but not least, we come to the Starting script, [7]. With this, you can specify the
Python code that the interpreter will run at every launch. Note that you also get code
completion here:

Starting script
import colle i
¢, _collections <built-inz=
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With this, you can see it imported:

File Edit View MNavigate Code Refactor Run Tools WCS Window Help
I, Python Console # demo v | P WE KE Q

|E§ = | 8 - '.TE':.hvalln::u.|:|1,-I * |
| Demo (C:\Users Ddef greet(): ]

[ sre = print "Hello from a source directory! :-}"
'.Tghjhvalluzu:n,-I ]

Run = Python Console B L
G C:\Python27T\python.exe -u C:\Program Files\JetBraina\PyCharm 3.1.
ByDev console: starting.

import sys; print({'Python %3 o 3" § (sys.wversicn, sys.platform)
BPython 2.7.68 (default, Hov 013, 19:24:18) [M3C w.1500 32 kit
sy3.path.extend(["'C: ghwWHafiul Islam’\“\PycharmProjectah\Demo'
import collecticna I

i1 CRIF - UTF8 = &

M If you want to use IPython in PyCharm, all you have to do is install
Q the IPython package, and PyCharm will automatically launch the
IPython interpreter for you when you launch the console.

Summary

In this chapter, we learned a lot about managing the several interpreters, both local
and remote, as well as taking advantage of PyCharm's top class support for code
completion in the console. If you're curious about why code completion is better in
the console than in the editor, it's because PyCharm knows the types of every single
variable that you're using. Please note, however, that should you close PyCharm
with the console open; the next time you open PyCharm, the console will launch
too. This is totally fine for local interpreters, but should you configure a remote
interpreter, launching PyCharm can take a pretty long time.
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"There is no freedom quite like the freedom of being constantly underestimated."
- Scott Lynch

When [ first started programming, I used print statements. Having to write this
book, I took a look at some of my earliest code samples, and it turns out that most

of it was commented out print statements used for checking the value of variables.
Note that I started off writing C using Notepad, and compiling all that through the
command line, so no green run button and no IDE. I knew about GDB, but it was so
hard to even set a simple breakpoint that I stuck to my print statements. Most of the
bugs I had encountered so far had been obvious bugs staring at me in the face. After
a few mishaps, I started to print everything that I could so that I could take a look at
where the program was and what was happening, making sure not to underestimate
bugs or the extent of my own stupidity.

In this chapter, we are going to be talking about PyCharm's powerful debugging
tools and use them to understand, examine, and yes, debug our programs. We are
going to:
* Take alook at how we can run Python scripts in running mode and
debugging mode
* Understand the different components of the debugging toolset
* Use variables and watches to make sure we miss nothing

» Utilize frames to zoom in and out of different layers of a program — from
your scripts right down to the Python standard library

* Evaluate expressions at breakpoints

* Use the Python console and Python prompt to gain a better understanding of
program execution
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Running, debugging, and setting
breakpoints

You can run a .py file in two modes: running and debugging. If you run a program,
then even if you set breakpoints (points at which PyCharm will stop program
execution), nothing will happen. It's only when you run it in debug mode that
breakpoints become effective. The way I like to run or debug my programs is
through the Resume Program action:

Search Everywhere: Include non-project items (Double )

Q, Resume

~ Resume Program
% Resume

You can then choose any of the different ways to run/debug your program. By
default, if you press Enter, you will go into debug mode, if you press Shift + Enter,
the program will just run. You can also choose coverage by pressing the left arrow:

Debug
0. [ Edit Configurations...

1. - getting_started * b Run

" Debug
Cover

[ Edit...
I® Save configuration
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As soon as you start debugging, a window appears underneath and you have
so many options that it's hard to make sense of it all. Let's focus on managing
breakpoints for now. To the bottom-left of the window, you can see a bunch
of buttons:

i Console

% Frames

H MainThread v
[ <r_ule>, getting_started.py:23

This is the View Breakpoints button. This allows you to see different types of
breakpoints that are available to you:

v &'Python Line Breakpoint
¥ Line 23 in getting_started.py
W @ Python Exception Breakpoint
¥ All exceptions
& Django Exception Breakpoint

& JavaScript Exception Breakpoints
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The breakpoint we set is a line breakpoint, but by default, in debug mode, program
execution will suspend when you get an exception. You can actually disable this, but
this only makes sense when you're looking for certain exceptions. Say, you only want
to catch TypeError exceptions:

-

7 ¥ Line 23 in getting_started.py enabled

ane Select Exception Class

Search by Name Project I

Include non-project classes

Q, TypeError

Typetrror (exceptions)
g ArgumentTypeError

Q PlexTypeError

9 IncomparableTypesError

Cancel

You add TypeError to your list of exceptions; you can also add exceptions that are
only available in your project. So, with that added, we now have:

+ ['; D A exceptions. TypeError enabled
v R @Python Line Breakpoint ¥ Suspend
¥ Line 23 in getting_started.py

& Python Exception Breakpoint Log message to console

Remowve once hit

v exceptions.TypeError
& Django Exception Breakpuii.® Disabled until selected breakpoint is hit:

<None>
& JavaScript Exception Breakpoints
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Unfortunately, you do not have the same fine-grained control as you do with line
breakpoints, where you can evaluate expressions to pause execution. But, it still
allows you to narrow your focus on certain exception types:

¥ Line 23 in getting_started.py enabled
¥ Suspend

Condition Person is None

¥ Log message to consale

¥ Log evaluated expression

Remove once hit
Disabled until selected breakpoint is hit:

<None>

In the preceding example, the breakpoint will only execute if the Person object
is None. If this condition is true, this will be logged to the console, and so will the
expression. In this case, it will simply print the string.

You can of course toggle all the breakpoints in debug mode as well:

aie_mapping(

p.-db_session(Person(

This will render your line breakpoints moot.
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Debugging workflow

A friend of mine, who used Java in his day job, sent me a code snippet that he
needed help with. He was new to Python and was still getting used to the differences
between Java and Python. He mostly worked with databases, so he was exploring
the different ORMs that were available. He tried SQLAlchemy, the Django ORM, and
eventually, found that he liked a still very new ORM called Pony. At that time, the
documentation for Pony was still in its infancy, so he sent me the code so that I could
help him out. It looked similar to this:

__author__ = "John Doe"

import string
import random

from pony.orm import db_session, commit, Database, Required
db = Database ()
class Person(db.Entity) :

name = Required(str)
age = Required(int)

vowels = 'aeiou'
consonants = str(letter for letter in string.ascii_lowercase if letter
not in vowels)

def gen() :
return random.choice (consonants) + random.choice (vowels)

names = [(gen() for _ in range(random.randint (3, 4))) for i in
range (100) ]
db.bind('sglite', 'data.sqglite',6 create_db=True)

db.generate mapping(create tables=True)
with db_session:
for name in names:

Person (name=name, age=random.randint (5, 21))

commit ()
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I ran this fine in debug mode, and got an exception in the console, saying that it was
a MappingError, so I looked at the file and found out that the script did not bind to
a database before generating mappings, so that was easy enough to fix— it needed
to bind before generating mappings. But then came another problem, and that

was TypeError:

= Variables

¥ S _ exception__ = e} (<type 'exceptions.TypeError'>, TypeError("Value type for attribute Person.i

<type 'exceptions.TypeError'>
Value type for attribute Person.name must be unicode. Got: <type 'generator’'>
Mone
("Value type for attribute Person.name must be unicode. Got: <type 'gener:
Value type for attribute Person.name must be unicode. Got: <type 'gen ‘rator'>
<type 'exceptions.TypeError'>

So, it's saying that we have TypeError, and that it was expecting Unicode, but for
what? This is where frames come in handy. Frames, located on the left-hand side
of the debug menu, are like layers in an application. Frames showcase this callback
sequence (or a function call stack), letting you jump between the files where the
problem was caused.

E MainThread
. throw, utils.py:91

5| <module>, entering_names_bad.py:
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In the preceding screenshot, you can see that the topmost item in the frame list is
where the exception was raised; the list item shows you the function call, as well

as the file in which the function exists. You can also see that the library files are
highlighted in a dark yellow color (indicated by the red arrow), whereas your files
are clear (indicated by the orange arrow). By using this panel, you can go back and
forth in the sequence and see what went wrong. In this case, let's go back to our own
file and see what the problem is:

Models.db.bind('sqlite’, ‘data.sqlite’)
Models.db.generate_mapping( =True)

with db_session:
in names:
B Models.Person( =name =-random.randint ("

So, it seems that the problem here arises when we try to initialize a Person object.
Now, let's go back to the original exception, which said that it was a TypeError and
it expected a Unicode object. Let's use our frames to dive into where the object

was initiated:

Debug g# entering_names_bad

a8 Debugger [ Console == &

= Variables
E MainThr... [+ | ¢+ § args={w

: entity = {EntityMeta} <class '"Models.Person'>
kwargs = [dict} {'age’: 10, 'name’: <generator object

i Frames

I

632) jenerator; <generator

» =gl code = je} <code object <genexpr> al

P = gi_frame = [frame} <frame object at 0x102a!
[®] gi_running = {int} 0

__new__, core.py:3442

.

odule>, entering_nam
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We can see here that name is a generator, which feels wrong to me, because it should
be a string or perhaps even Unicode. Let's go back to our original file and see what
this is all about and also see what name is all about:

=2

with db_session:
for pamg in names:
Models.Person( =random.randint(5, 21))

+ name = {generator} <generator object <genexpr> at Ox104cldaa0>

So, if we hover over name, we can see that it's a generator object, but that doesn't
sound right. I mean, a person's name isn't supposed to be a generator. Name comes
from names, and let's take a look at what names is made up of:

(random. randint(3

Expression: ge

Recnlt:

You can use the Evaluate Expression... button to check what an expression is;

this button even has autocompletion. Right now, you can use it to evaluate simple
expressions such as checking out the gen function. You can even select an expression
in Python, right-click on the expression and then choose Evaluate Expression...:

Copy Reference
M Paste
random.choice(consonants) random Paste from History...
Paste Simple
(random. randint Column Selection Mode

i Evaluate Expression...
L. Runto Cursor W

P = Models =

Force Run to Cursor

[109]



Debugging

You could also choose to evaluate this inside the console:

Debug "t entering_names_bad

Debugger [ Consale

attribute P

[(gen() for _ in range(random.ran
<generator object <genexpr> at B8xle4

It turns out that these objects are all generators, and we need to fix that by getting rid
of the braces around the expression to be added:

[gen() for _ in range(random.randint (3, 4)) for i in range(100)]

But, if we were to evaluate this, it would look rather weird:

8.0 6. Evaluate Expression

Expression:| [@en() for _ in range(random.randint(3, 4)) fo

Result;

[ao’, by’ "au’, "aa’, ' I, ' o, "o0', 'eu’, ‘ef’,
400

au', "1u', "ef’, "ew’, 'be

Code Fragment Mode Evaluate
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First, we're trying to generate names; names are usually not two letters long. Second,
when was the last time you saw a name with a greater-than sign in it? Something
fishy is going on here. So, the gen function is giving us all of this data, and hence,
there has to be something wrong with the gen function. Let's take a look at the gen
function then. It turns out that gen concatenates a consonant and a vowel to form a
pronounceable syllable.

Taking a look at gen, we find that it makes function calls to random. choice, so I
doubt there's a problem in the standard library. It uses two variables, vowels and
consonants, and that means there's a problem in both or either of these two. The
vowels variable is pretty simple, so there isn't much room for error. However, we're
probably messing something up when we're generating consonants. Let's set a line
breakpoint just before the declaration of the gen function and take a look at what the
consonants variable is made up of.

import Models

vowels = ‘aeiou’
cansnr‘ants = r.r(letter for letter in string.ascii lowercase if letter not in vowels)

consonants = (sir] "<generator object <genexpr> at 0x10551daf0>"'
LT '_'[T!_"I'_F .

rn random.choice(consonants) + random.choice{vowels)

Ha! It looks like we've got a stringified (is that even a word?) generator. We need to
use the string's . join function to get the job done. Let's do that now and change the
line to this:

consonants = "".join(letter for letter in string.ascii lowercase if
letter not in vowels)

Let's see if that works now and take a look at what the names look similar to:

names = [ge-, ) for _ in range(ra

+ names = {list} ['zu’, 'co’, 'wo', 'no’, 'hi’, 'g;

Todedls . db.s penerdle Mappiig

with db_session:
for name in NSmes:
Models.Person( name ,
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It seems like we're having a little bit of trouble here. I've heard of a nickname called
zu, but I think the names are too small, so let's make them bigger:

names = ["".join(gen() for _ in range(random.randint (3, 4))) for i in
range (100) ]

def gen():
return random.choice(consonants) +

names = ["".join'gen() for _ i: range()

{list} ['mobuwa’, 'gecuzuki’, 'yemuyo', |
5.dD.generate_mappling(

After making the change and rerunning the program, we get mobuwa and yemuyo as
names. This is pretty neat! I might just use these names as example names; they are
way better than John Doe.

After that final change, the script ran smoothly and the right data was inserted into
the database. I was able to send this back to my friend, and told him where he went
wrong —mostly with the string concatenation using generators.

Before we depart this section, I'd like to tell you that Evaluate Expression... and

the Console work inside frames. This means that if you're trying to evaluate an
expression in a different frame that you have currently selected in the debugger, the
debugger will give you an error.

Finally, PyCharm also supports watches and the usual step-into/step-out procedures
that are conventional in debugging.

Dealing with threads and processes

PyCharm has very good support for dealing with threads. Just like how we can
change frames, we can also change threads if we so wish (that is, if we have more
than one thread to begin with). Let's take the example of a simple downloader script
called downloader.py:

# encoding=utf-8
from threading import Thread

import requests

def download (url) :
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response = requests.get (url)

if response.status code == 200:
print "Success -> {:<75} | Length -> {}".format (response.url,
len (response.content))
else:

print "Failure -> {:>75}".format (response.url)

if name == ' main ':

urls = "http://www.google.com http://www.bing.com http://www.
yahoo.com http://news.ycombinator.com".split ()

for u in urls:

Thread (target=download, args=(u,)).start()

‘\‘Q To run this code, you'll need to install requests though

pip install requests in the command line.

This is a simple script that sends a get request to a url (there are four in total here),
and each request is sent in its own thread. This simple script will demonstrate
PyCharm's ability to debug threads. This is what the output looks similar to

after an initial run:

$ python downloader.py

Success -> http://www.google.com.bd/?gws_ rd=cr&ei=1N HVePAH9HiuQTHsLigDQ
| Length -> 12559

Success -> http://www.bing.com/
| Length -> 58210

Success -> https://news.ycombinator.com/
| Length -> 27698

Success -> https://www.yahoo.com/
| Length -> 357013
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It seems simple enough; we can now set a breakpoint after we check for a 200 status:

fib.py - PyTestingZone - [~/Code/Python/PyTestingZone]

"WTe

After we set the breakpoint, we can now debug the script, and we see that the
debugger stops on every single thread.

Debug s downloader
m Debugger [& Console -+*

% Frames +* = Variables
> = response = <Response [200]>

] url = 'hitp: / fwww.yahoo.com'

E Thread-8 v 3
® . download, downloader.,'~10

-
.

The drop-down menu, indicated by the red arrow, allows us to jump between
threads. The orange arrow indicates the URL (since that is what is used to create

each new thread).
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We can swap to a different thread and see a different URL.

Debug ‘g8 downloader

m Debugger Bl Console

7 Frames

E Thread-6 =

W 7] download, downloader.py:10

-

In the preceding thread, a request is being sent to http: //www.google.com, whereas
in the previous one, the request was being sent to http: //www.yahoo. com.

Processes

Processes are handled similarly in PyCharm. We will make only a small change to
the preceding code —importing Process instead of Thread and starting Process
instead of Thread:

# encoding=utf-8
from multiprocessing import Process

import requests
def download(url) :

response = requests.get (url
if response.status_code ==

—_— N —

00:
print "Success -> {:<75} |
len(response.content))

else:

Length -> {}".format (response.url,

print "Failure -> {:>75}".format (response.url)

if __name_ == '_main_ ':
urls = "http://www.google.com http://www.bing.com http://www.
yahoo.com http://news.ycombinator.com".split ()

for u in urls:
Process (target=download, args=(u,)) .start()
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If we try to debug this by setting the breakpoint at the same place, we get process IDs
instead of thread numbers since we're creating processes.

Debug g downloader

m Debugger [H Console +*
5| Frames Variable
v

§ MainThread(pid...

-
& MainThread(pid1645)
ainThread(pid1646)
MainThread(pid1647)
E MainThread(pid1648)

. <module>, downloader.py:19

Debugging from the console

When playing around with new libraries in the REPL, it can be very useful to have a
debugger to help you understand it better. You can directly connect your debugger

to the REPL and hence, set breakpoints and break on exceptions:

" fib.py - TestingZone - [~/Code/Python/TestingZone]

(- HaNE]
r-. Python Console i
r;. prox.py r.. sc.py
r.i showlistcomp.py
m t lru_cache

r". AU, pY r.. Tree.py

from functools i

cache()
fibonacci
if n

1) + fibonacci(m - 2)
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We're importing £ib first (which is in our PYTHONPATH; in other words, in the

root directory of the project), we set a breakpoint in the £ibonacci function's
recursive call, and we click on the button indicated by the green arrow. If we call
the fibonacci function now from our REPL, we will see that the Python debugger
suspends on the line indicated. So, first we import the file we want to test out in our
PYTHONPATH, then we click on the debugger button in the console, and finally, we
merely invoke the function where we have set a breakpoint.

Attach to Process...

PyCharm also has the ability to attach its debugger to separately running processes.
This can be very helpful when trying to debug a command-line application that
require changes in parameters or when trying to debug games. The PyCharm
debugger simply looks for running the Python processes:

[EEEE vcs window Help

Tasks & Contexts R
1 HlL
Save File gr Tommmlaba -

Select Python Process
2 7160 python.exe  python demo.py

3 m | Cancel |
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Profiling
Profiling is a new addition to PyCharm 4.5, and has a nice set of features, most

notably, a graphic representation of the calls made. We are going to use the
previously mentioned downloader . py file to demonstrate some of the new features.

[ & downloader.py

threading import Thread

rt requests

status_code
format(response.url, len{response.content))

.format(response.url)

& Profile fgownloader'

We simply right-click anywhere on the file and then left-click on Profile
'downloader'. With this, we will be taken to a new panel that shows us a call table.

PYy PyCharmThreadDemo1.pstat

Statistics Call Graph

Name Call Count Time (ms)
compat.py 1 34 30.9%
connectionp Navigate to Source
utils.py Show on Call Graph
_parse 223 15
__nit__.py
__next

__init__.py

__init__.py

_compile
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We can also see that if we choose to, we can jump to both the source and the call
graph. The call graph is a graphical representation of what functions are being called
where and their impact; green means small impact and red means high impact. This
is really quite useful since we can optimize slow code on the spot if the optimization
is simple.

Furthermore, the call graph gives us a nice colorized hierarchical representation of
function calls.

@, Zoom In
©, Zoom Out

i, Actual size

“! Fit Content

[ Exporf;to file...
Show Grid
Snap To Grid

We can also export the graph files for others to see. If we right-click on any of the call
blocks in the call graph, we can jump to the source.

Summary

I hope I was able to convince you of the value in PyCharm's debugging toolset.
We looked at a lot of the tools that I find useful in my everyday work . We covered
debugging tools and how we can use them in our own workflow.

I didn't discuss any of the common tools that are ubiquitous in any debugger, just
the ones that I find make PyCharm special.

One thing I must note is that whenever you debug code, the script will run slower
since PyCharm imports some helper functions before actually running your code. If
you take a closer look at frames when you debug a program, you will see, at the very
bottom, that a function from pydevd.py is called. Thus, if you're looking at execution
times when you debug a program using PyCharm, you will find them a lot slower
than when you actually run them in PyCharm or the interpreter.
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We also looked at PyCharm's new profiler that allows to see a nice colorized call
graph as well as giving you the ability to jump to source. If we so wished, we could
also save the files for others to view.

Finally, make absolutely sure that you turn on the collection of runtime
information when you debug since it will help you with type information,
that is, better code completion.
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"Look well into thyself; there is a source of strength which will always spring up if
thou wilt always look there."

— Marcus Aurelius Antoninus

This chapter dives into the inner workings of PyCharm. While having a little to do
with PyCharm usage, it has everything to do with how PyCharm works, where to
find help and report issues as well as the plugin ecosystem.

There are several key takeaways:

* The Intelli] ecosystem: This section explores what kind of IDE PyCharm is.
It explains how PyCharm shares common features with other IDEs

*  Support for PyCharm: This section explores the different sites and tools that
will help to solve PyCharm-related issues

* Plugins: This section explores the different plugins available in PyCharm,
what kind of plugins to expect, and what makes a good plugin

The IntelliJ ecosystem

In the very beginning, there was Intelli], JetBrains' very first IDE. Intelli] started off
as a Java IDE but soon grew to incorporate other languages, both programming
and document languages such as HTML. JetBrains has several IDEs for different
languages such as RubyMine for Ruby, CLion for C++, and of course, PyCharm for
Python. All of these IDEs are based on Intelli], in other words, PyCharm and others
all are just plugins built on top of Intelli].
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In fact, you can use the Python plugin in Intelli] and the same feature set as the
community edition of PyCharm. If you've already purchased Intelli], you don't need
to purchase PyCharm or any other JetBrains IDE since all the language support can
be installed through plugins.

If you've used IDEs other than PyCharm, you will notice that IDEs from JetBrains
have very similar feature sets, for example, Search Everywhere and Find Action. In
many cases, some IDEs may get common feature sets sooner than others and this has
everything to do with build numbers.

-

Welcome to

The common features are made available at certain build numbers. The best way to
stay updated with the latest build is to use PyCharm's Early Access Program (EAP),
and we can opt to take part in the program by changing our update settings.

In the preceding screenshot, the green arrow shows update channels by increasing
stability, with the most stable being New Major Version Releases and the least being
Early Access Program. When reporting an issue, if you're using an EAP, be sure to
place your build number (indicated by the red arrow) in YouTrack; otherwise, enter
your version number (for example, PyCharm 3.0.2). Don't worry if you don't know
what YouTrack means; it has its own section in this chapter.
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EAP is the version JetBrains is currently working on. This version can be very buggy,
and I would not suggest using it, use Early Releases or Public Previews instead;
these give you new versions of the programs quickly, and they are quite stable.

One question that you might have nagging you is —what's the difference between
PyCharm and Intelli] with plugins? There is no difference! In fact, Intelli] with
plugins is probably superior because if you want to use Jython, it has better ways of
managing your SDKs and libraries. However, PyCharm is much cheaper than the
ultimate version of Intelli] that allows you to install plugins.

Support for PyCharm

PyCharm has many places that you can get support from. The bundled
documentation can often be the only thing that you need.

Tags

pycharm

pycharm learn more

PyCharm iz an integrated developrent
environment (IDE} for Python. It is
developed by JetBrains for Windows, Mac
05 X and Linux.

If you're stuck on a problem with regards to PyCharm, Stack Overflow is probably
the best site for such a thing. I myself have received a lot of support on this site, and
you can ask a question with the PyCharm tag.

There is also a PyCharm forum, forum. jetbrains.com/forum/PyCharm, which
you can use if Stack Overflow fails to answer your question. I recommend Stack
Overflow only because it is a far more active site, and the answers often come within
15 minutes of the question being asked.

Another site that I must recommend is the JetBrains PyCharm blog—
blog.jetbrains.com/pycharm. It gives you all the latest news on all things
PyCharm, and furthermore, gives you tutorials on how to use new features.
This is especially important since they announce RC candidates in those EAP
programs, which are far more stable than the other EAP releases.
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YouTrack.JetBrains

All of the features and bug fixes that we see in PyCharm are actually from
YouTrack.JetBrains, a place where users submit their bug reports and feature
requests, and that is what we're going to be looking at next.

The complete URL for the site is http://youtrack.jetbrains.com/.

a Issues Agile Boards Rept 2 ;

Everything 4

Searches Hints 1

SAVED SEARCHES 3
Assigned to me
Commented by me
Reported by me

55 MORE~w

This is a site that you should definitely make an account on if you haven't already
done so. It's the place where you submit bug reports and feature requests, and it's
packed with a lot of tools that will help you showcase your problem regardless
of the platform. You can already log in with Google, Yahoo, and OpenlID.

With reference to the preceding screenshot, here are some details:

1: This is where you should start. It's a guide to how to work with
YouTrack, and it has a few useful pointers and video tutorials on
how to use different features.

2: You'll probably be clicking on this button a lot if you come here often! It
creates an issue, ideally a bug report or a feature request. There are many
more categories, but we'll skip the details.

3: There are saved searches that are very useful for taking a look to see if
anyone has replied to any of the issues you've created. You can always make
more of them, and the guides in [1] will help you make them.

4: This is the category view; ideally, we're only interested in the PY category
for PyCharm. If you click on this and select PY, it will show you all the
different issues that are relevant to PyCharm.
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Now, if you've filed a bug report or a feature request, there are different priorities that
the developers can assign to these requests. This gives you an indication of how quickly
the problem will be resolved, and the following categories are listed in descending
order of importance:

* Show-stopper

e C(Critical
* Major
*  Minor
*  Normal

Firstly, when reporting an issue, most of the time, you will need to take a screenshot.
If you don't have one, don't worry; you can use the one that comes with YouTrack.
This is an application that is made using Java, so you will need Java running on your
system, however, it will work with almost any operating system out there.

Hide similar issues
Attach file... |

All Users = Image from Clipboard

Image from Clipboard Without Preview
B URL

Another thing to note is that you can use wiki markup in your description to format
code samples. If you click on the wiki markup link in the following screenshot, it
will lead you to a site with all the information you need to make sure that the code
highlighting works for the language you want to show a code sample of.

ou can use Wiki markup in description
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You can fill up the information on the right-hand side with the stuff we've already
talked about so far, so that shouldn't be an issue.

You can also vote for a given topic on YouTrack, and as you might expect, the more
votes you cast, the more likely a feature is to be added in a future release. However,
this is not set in stone (so don't get your hopes up too high). Here's an example at
http://youtrack.jetbrains.com/issue/IDEA-63201:

* IDEA-63201 Git: interactive mode with git-add : git add -p

Depends on: IDEA-63391
Is duplicated by:
PY-11138 Wk
Relates to: IDE

WH10961 WH16097 IDEA-101085 IDEA-108965 W-19992

Hi. interactive mode with git-add is a really useful feature and is somewhat hard to do from command line because it is easy to miss
some lines, which leads to broken builds. Could you please implement this feature similar to the way it works in git-gui or git-cola, so
that user can select hunks or lines to stage and view staged files.

Thank you.

Attach file....

xcode-c..

Issue is visible to: All Users “ 123

This topic has 123 votes (a very high number) and it was opened 3 years ago, but this
feature is yet to be implemented.

Now, if your feature request has been accepted, you can take a look at it in the
agile board:

a lssues Agile Boards Reports

There are different parts of the board —you can take a look at the issues that have
been verified, the ones that are being fixed, and the ones that have been fixed. This
can give you an idea of how long it will take for JetBrains to finish the feature request
or fix the bug.
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What makes a good plugin?

The most important thing is —whether the plugin does what it is supposed to do. If a
plugin works for you, then it's a good one; however, this section will take a different
approach to plugins. We are going to list what the elements of a good plugin are, but

what do I mean by that?

A good plugin solves a problem that you need it to solve, but at the same time, it
must be stable, well-supported (updated often), and compatible with your version
of PyCharm (and the underlying Intelli] Platform). Without giving you an extensive
dose of theory, let's take a look at a couple of examples. We can get to the plugin
repository through Preferences (Mac) or Settings (Windows/Linux):

» Debugger
Diagrams

» Editor
Emmet (Zen Coding)

Passwords
Plugins

Python ornal Documentation
External Tools

TextMate Bu

TODO

Updates

Usage Statistics

Preferences

Plugins

1

From repository

s Show: All plugins ¥

¥ & HTML Tools
# Ini4idea
Inspection-JS
v # IntelliLang
¥ & JavaScript Debugger

Install JetBrains plugin... Browse repositories...

The first thing that hits you when you explore the plugin repository is the star
system. Surely, that's useful, but it's not the best indicator of whether something
functions properly (and we'll get into that later). But for now, let's take a look at
IdeaVim, which, in essence, is Vim emulation for PyCharm (as well as for the rest

of the Intelli] family):

Downloads *

Editor 398166

L3 A3

¥ Eclipse Code “ormat...
Atlassian Conr.»ctor fo...
TeamCity Integr.
PHPURit code cover...

L4183

{ey promoter
PlantUML int...

Karma
¥ Apache config (.htacc..
& Dart
# TabSwitch
SQL Code Assistant
# Jenkins Control P.

Date
4/29/14

LET
L 2 8 8 &

Wil

L & 8 & Al
Wik
L & 8 2 3

@ Support for :map key mapping cc
® New keyboa ortcuts handler
emulation

@ Various bug
JetBrains

Plugin homepage
Version

Size

860.5 K
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So, IdeaVim has a good rating, but notice that even though it does have a good
rating, it's been updated recently (at the time of writing this chapter), indicated by
the Date column. This is very important because there are many plugins that target
a different version of the Intelli] Platform (a lot of language-specific plugins), and so,
even though they have a high rating, installing them on your version of PyCharm
would cause errors (I speak from experience). A recent date is a good indication that
it supports the latest versions of the Intelli] Platform, but you can double-check by
visiting plugins.jetbrains.com:

JI IntelliJ IDEA (uttimate Edition | Community Edition)

"R RubyMine
€D AppCode

ED PhpStorm
W webstorm

{
- PyCharm (Professional Edition | Community Edition)

IVES MPS

And then searching for IdeaVim:

Plugins home  Intelll) IDEA  RubyMine  WebStorm  PhpStorm Py

Home + Search

Professional | Community Edition

Search results:

Code Editing (11}
¢} Lode tools (13)

Search:
IdeaVim
Co IdeaVim
Build 0.34-222
Categories
All plugins (279) Vim emulation plug-in for IDE
Build (9) PyCharm, PhpStorm, WebStorm

Supported functionality:
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After you're done with that, you can scroll down the IdeaVim page and take a look at
its different versions, the latest is always at the top:

Downloads: 398220 7
Rating: . ¢ Comment and rate
Participated in rating: 148
Yersion Since Build Until Buil File/URL Size (Kb) Date Details
0.34 120 ] Dawnload B&0.47 2014-04-29 21:58:24 details
0.31 10 ] Dewnload 831.28 2013-11-12 04:24:15 details
0.16.60 107.100 ] Download 1069.45 2011-05-18 11:43:20 details
0.15.59 106.500 =] Download 1069.4% 2011-04-26 12:30:29 details
0.14.54 103.1 1 Download 1063.97 2011-04-01 14:01:28 details
0.12.79.x 93.1 ] Dewniload 1061.76 2010-03-30 16:05:04 details
0.12.5-8.x 92.9000 ] Dawnload 704.33 2009-12-04 02:15:37 details
0.12.1-B.x B0.8280 =] Download 1062.7 2008-10-15 20:45:19 details

So, you can use IdeaVim with any version of the Intelli] Platform after build 120.
Another thing to notice is that the vendor for this plugin is JetBrains, the creators of
PyCharm. As a rule of thumb, anything that is created by JetBrains is good and well
supported. However, let's take a look at a plugin that by JetBrains and another one
that was updated quite some time ago:

a0 6 Browse Repositories

L* Category: All * Qrace jump

Mame Downloads = Rating Date
# Acelump v.2.0.5 Navigation 21995 whdrdy 6/23/13 johnli

HTTP Proxy Settings... Manage repositories...
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This particular plugin, AceJump, has a good star rating. However, the other reason
for this being a good plugin is because John Lindquist worked at JetBrains before
and maintained this plugin well.

e o Browse Repositories
Q- string man

CODE EDITING
¢ HuLPLEllipulation 147,246 ke dkk String Manipulation

2 months ago
CODE EDITING
= Restart PyCharm

wddddh 147246 downloads
Updated 6/4/15 wer 4.0.135.445

Vandor
author: Olivier Smedile, current maintainer;
K
Plugin homepage
rasaStingMani
Size

BBEBK

HTTP Proxy Settings... Manage repositories...

Another great plugin that hasn't been created by JetBrains is called String
Manipulation. It basically gives you a lot of quick fixes when dealing with strings.
It's recently updated, and has a high rating, although its creators do not have an
affiliation with JetBrains.
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Summary

In this chapter, we gained an idea of what makes PyCharm work the way it does, its
support systems, as well as its feature/bug tracking system. We also got a taste of
what makes the Intelli] Platform so powerful — plugins.

PyCharm supports many plugins that are language-specific such as Markdown

or Bash. It also supports productivity plugins such as Key Promoter, which gets

you used to shortcuts quickly. It has plugins for all kinds of needs, but you might be
asking —how do you write a plugin? With Java or JVM languages (preferably Kotlin)?
If you want to get started on plugin development, this is the place to start from
http://confluence.jetbrains.com/display/IDEADEV/PluginDevelopment.
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" Are we there yet?"
- Everyone, including you

Coding is a ton of fun, but sometimes, it can be rather repetitive. Snippets (live
templates) in PyCharm help you do away with a lot of the receptive parts. However,
PyCharm goes further; it even allows you to make file templates so that once you
make a new file, for example, a . py file or a . js file, you can have some boilerplate
code written for you. You're already using file templates in PyCharm if you haven't
changed its default settings. This chapter is all about coding speed, so hold on to
your hats!

In this chapter, we are going to take a look at:

* File templates
* Snippets (live templates)

* Surround templates
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File templates

B Project v

v [ StackWatch (-~
New

Python/Stac

B File

e

1 Directory

-

3 Python Package

[ Python File

[ HTML File
JavaScript File

ls CoffeeScrigtk

8 Bash ScrifRAM

Name:

Kind:

[& Python file
[ Python unit test

New Python file

[& Python unit test

Let's make a new file in PyCharm. The two options that you have, Python file and
Python unit test, are file templates. You might have more than what is shown here,
but in essence, when you make a new file template, it shows up as an option when

you make a new file. So, let's take a look at what's inside these two templates:

8006 Preferences

Q, file templates

Inspections
Templates
v Editor
¥ Colors & Fonts
General
File and Code Templates
Intentions
Keymap

| Html
| Html5

[ 1
[ Python Unit Test

],. Setup Script

[& Flask Main
JavaScript File
AMD JavaScript Fi
TypeScript File

& CoffeeScript File

i_" CoffeeScript Clas:

File and Code Templates

¥ Reformat according to style

_author

unittest

e, False)

unittest.ma

Cancel
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Understanding variables

As you can see in the template (in the preceding screenshot) there is some code to
initiate the file. In this case, it's Python Unit Test. You can also see that (indicated by a
red arrow); there are some special variables that you can use inside the template. The
file templating engine PyCharm uses is called Velocity Template Language (VTL).

Some of the variables are given to you by default. So, $USER is derived from the
username that the user has registered to PyCharm with. If you registered with an
abbreviation of your name, you might want to change the $USER variable, and
you can do it like this:

#set ( SUSER = "THE AMAZING SPIDER MAN" )

You can change preconfigured variables and make new variables using #set. The
documentation on File and Code Templates provides a good account of the default
variables available, but if you want to explore more of VIL, which is an Apache
project with tons of documentation, refer to https://velocity.apache.org/
engine/releases/velocity-1.5/user-guide.html.

Making new templates

You can make new templates with the (+) icon. You can also copy the existing ones
with the copy icon if you want to make slight modifications. Now, it is fairly simple
to create new templates with variables in them. But, say, you registered with the
username CHEEZIE; although this is a great name for the Internet, a pseudonym is
often inappropriate in more formal circumstances.

M » Name: allpy Extension: | py

Includes ~¢

r:; allpy

#tset ( $USER = "Batman!" )

We saw that we can set $USER with #set, but we don't want to be doing this
for every script that has a reusable variable in it. We can use this by using the
Includes tab.
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We can set the include template here and simply include it at the top of our file in
our Python script using #parse:

™

Templates Includes ¥ Reformat according to style

Html #parse
[E Htmis

[E Xhtmi

[ Python Script

r:a Python Unit Test
[& setup Script

r:. Flask Main

[m javaScript File

[E AMD JavaScript File
TypeScript File

r.% CoffeeScript File
F'i CoffeeScript Class

$USER

However, we cannot create your own group. Some other templates such as
Setup Script and Flask Main are only available under certain conditions. For
example, Flask Main is used as a template when you first create a Flask project
using PyCharm.

In most cases, the basic tools that file templates provide you are often more than
adequate and can speed up a lot of repetitive tasks for you. You probably won't use
this feature very much, but you will certainly use snippets, or as PyCharm likes to
call them, live templates, which we will be discussing next.
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Snippets (live templates)

Live templates are a wonderful part of PyCharm. They are very helpful when there
is a repetitive pattern that you need to type over and over again. PyCharm 3.4
introduced a couple of new snippets into the mix, so let's see how we can make our
own by inspecting the snippets that are already available. Let's take a look at the
main snippet that comes bundled with PyCharm 3.4:

Live Templates

Live Templates v/ main (if _name__ =="
Markdown ¥ margs

Menus and Toolbars
Notifications a
Passwords

Abbreviation: main Description: | if __name__ =='_main_'o

Plugins

Python External Documenta... Template text:
Quick Lists i f me__ ‘ _main__':

Remote SSH External Tools 3 |
Server Certificates Q Options

TextMate Bundles Expand with Default (Tab) v
TODO

Updates Reformat according to style
Usage Statistics ° Applicable in Python. Change

We can see that [1] is the snippet in question and it has its own abbreviation main,
and this is what we invoke with [2]. The description for snippet [3] is what will be
shown when you try to invoke Insert Live Template (Command/Ctrl + ]). You can
change the abbreviation to suit your fancy so that you can invoke it using whatever
you like. The most important parts of the screenshot to discuss are [4] and [5].

SENDS [4] is a special template variable, and it is where the cursor will be after

the snippet has been inserted (after you've put in any variables that the template
requires). SEND$ is a reserved template variable, and there are a couple of others that
we will get into. This particular snippet is under a particular template group, Python
[5]. This means that this template can only be invoked inside a . py file.
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Variables in Live Templates are very similar to that of file templates, but with Live
Templates, you have a lot more control. So, let's take a look ata List comprehension
snippet in PyCharm, comp1:

ension)

Abbreviatio compl Description:  List comprehension

Template
[$

Edit variables

Optio
cxpand with | Default (Tab)
Reformat according to style

Applicable in Python.

So, the variables are there and you can use them as they are, but we need to take a look
at the customizations made to the variables to appreciate the power of this snippet:

® 00 Edit Template Variables

Name | Expression Default value 'Skip if defined
ITERABLE pylterableVariable()

VAR collectionElementName(ITERABLE) o

VAR_EXPR VAR o

Cancel Help

The order in which the variables are arranged in this list is the order in which your
cursor will be placed, so in this case, your cursor will initially be placed in the
position where the ITERABLE variable sits.
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So, ITERABLE is pyIterableVariable () [1], and this means that the only type that
is allowed in the code completion dialog box is an iterable, meaning a generator or a
list, set, and so on:

a_list

a_dict = {
"Cold Play": “"wiva la Vida",
"Bastil "Pompei”,
"Alt-1": "Breezeblocks",

}

not an_ iterable

Note the completion that you get. The variables are only iterable. This is actually a
very powerful way in which you can minimize any mistakes that you make when
writing Python.

But you can do more than just saying something will be an iterable. In the Edit
Template Variables screenshot, you will see that there is another expression,
collectionElementName (ITERABLE) [2], and this takes the first variable as an
argument to the expression, essentially making a function call. This function turns
a plural noun into a singular noun, so take a look at the following screenshot:

names = 'Bob Joe Jack Gill Ham Sam Bill'.split()

[name for name in name5|]

names
name

So, we have a list called names, and that gets turned into a singular version, name,
by the logic in the snippet. There are many more in-built functions, which can be
seen in the drop-down box in the expression column of each variable.
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You can have default values and they can be variables that you have defined before,
or you can have hard coded variables using strings, so we can modify the main
snippet that we discussed earlier:

1. Let's change the name to ifname so that we invoke it using i fname instead of
main. You can do this by changing the abbreviation.

Abbreviation: | ifname Description: | if __name__ =="'_main__'

Template text:

" _name__ == "$NAME$':
$END$

Edit variables

Options

Expand with | Default (Tab) v

Reformat according to style
Applicable in Python. |

2. Introduce a variable instead of main_ .
3. Give NAME a default value of main_:

8006 Edit Template Variables

Expression Default value Skip if defined
" _main_|

4. With this, when you invoke it, you will automatically get __main__ as the
default argument, but you can change it if you like.

Although this is a simple example, it does demonstrate a lot of the things that we
talked about.
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Surround templates

Surround templates allow you to take advantage of the Surround With action.
An example of an in-built Surround With (Command/Ctrl + T) template is
the try / except block:

def (self, other):
return self.id == other.id
Surround With [\-J—

1.if
2. while
3. try [ except
4. try [ finally
Live 5
sur. Surrounds with braces
pr. Surrounds with a print function
yf. Creates a yielf from statement
en. Enumerate function

You can see that there are a few live templates that I can use since I've made them
myself. The key to using surround templates is using the SELECTION variable. Here is
a simple demonstration:

¥ en (Enumerate function)

Abbreviation: | en Description: | Enumerate function

Template text:

enumerate(

Summary

In this chapter, we learned about one of the most important parts of PyCharm. Both file
and live templates are excellent for storing up bits of code that we reuse throughout
our development, and can make our development a lot less error-prone by making
sure that all the variables that we input into a snippet fall under a certain expression.

To take full advantage of PyCharm's live template system, it would be wise to take a
quick look at the VTL's syntax.
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"As a project drags on, my git commit messages get less and less informative."
- Randall Munroe

A lot of my friends use Intelli] IDEs and hence, have forgotten how to use most Git
command-line tools. I can't blame them; the interface that we have is very simple

to use, and most of the common commands are available to us in a neatly packed
menu. That isn't to say that this layer of abstraction like many others is leaky. In this
chapter, I will take a quick look at most of the tools and talk about some limitations.
Version control is in no way a simple topic and hence, I won't explain its topics; I'll
merely show you how to use the tools available in PyCharm. We will mainly go over:

* Initializing version control
* Ignoring files

* Adding remotes

* The VCS menu

* The Changes panel

¢ Change lists
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Initializing version control

PyCharm supports different version control systems. In the following examples, we
will be using a Git repo to elaborate on different features since it's the modus operandi
of most development. As most of what we cover in this chapter is VCS agnostic, this
will not matter; however, each tool has its own submenu in PyCharm, which we will
go over. After we've created our project, we can initialize VCS right away:

s RSN window Help

F  Local History >
Enable Version Control Integration...

VCS Operations Popup...

Apply Patch...

Checkout from Version Control
Import into Version Control
Browse VCS Repository

This will give us a popup of all the types of repositories that we can initiate:

e @ Enable Version Control Integration

Please select version control system
to make your <Project Root> be under:

CVs
Git

Cancel He Mercurial
Perfarce
Subversion
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Ignoring files
In my project,  have my virtualenv set up in my .venv folder, and I certainly

don't want to include it in my commit, so I have to make sure to ignore it. So,
let's head over to Settings... and do the following;:

it ) Preferences

Q version control 0 Version Control » Ignored Files

File: TestProject.iws

Inspections ; .
File: .idea/workspace.xml

¥ Version Control
Confirmation
Background
Ignored Files
Issue Navigation
Changelist Conflicts

Cancel

Inside, we can choose to add either files or folders. Come to think of it PyCharm also
generates project metadata and stores this data in the . idea folder, and I'll need to
ignore that as well. After clicking on [3], we get the following window:

e @ Ignore Unversioned Files

Ignore specified file

= |gnore all files under .venv B

Ignore all files matching '€

Cancel Help

We can choose to ignore files, folders, or even patterns. For example, you can ignore
all the compiled Python bytecode files by adding * . pyc in (C). In the preceding
screenshot, we just ignored all the files under .venv. This works across VCSs.

[145]



Version Control Integration

Git users are in for a special treat. There is a special plugin called .gitignore that
allows us to create a .gitignore file and get code completion in the .gitigore file:

Q- .gitignore| (Y | Category: All »

¢ -gitignore support 461,280 ek
 VCS INTEGRATION 2 months ago

This plugin allows you to create a new type of file called the .gitignore file, which,
as you would might guess, allows us to ignore files, folders, and patterns:

L Project v

v [ TestProject (~/Code/Pyth
MNew

B File
3 Directory
EJ Python Package

[& python File

[i HTML File
{_E,']JavaScr'tpt File
[@ CoffeeScript File

.gitignore
® Bash Script

Inside the file, we will be able to get code completion for the files, folders, and
patterns in our project's directory. This is a third-party plugin and also supports
other .ignore files.
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Remotes

Adding remotes is straightforward; you have to use the command line or make a
file for your respective VCS systems. This is currently a feature request in YouTrack,
so it will be worked on at some point. However, PyCharm understands remotes,

so if we add a GitHub remote from Git (git remote add origin gitegithub.
com:gamesbrainiac/TestProject.git), PyCharm would understand that we've
added a remote when we go to commit and push:

@ L] Git Push

¥ master oH N E: =

Adding README.md P
v [ /Users/quazina

Initial Commit I:l

N

Push current branch to alternative branch:

Cancel Help Push

We can add multiple remotes via the command line, and PyCharm will allow us to
pick which one we want to push. Make sure to check the Push current branch to
alternative branch checkbox, or else PyCharm will tell us that there's nothing to push.

However, all of this is done for us by the built-in GitHub plugin in PyCharm if we
click on Share Project on GitHub:

"[e:-8 Window Help B .

Local History

Checkout from Version Control

Import into Version Control

Browse VCS Repository Create Git Repository...
4 - Share project...

" Import into CVS...
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If you're a Bitbucket user, you may also choose to use its plugin, which gives you
similar functionality:

@ @ Browse Repositories

Q- bitbucket % | Category:All =

VICS INTEGRATION

& Bitbucket 122,855 ke Bitbucket

VCS INTEGRATION bttt B
W r o of 122855 downloads

Updated 1/22/13 wer 1.2.1
The Bitbucket plugin enables
you to checkout your existing

Bitbucket repaository and
autn-anan it as a nriact or

HTTP Proxy Settings... Manage repositories...

Be warned though; this plugin has not been updated for quite some time, and has a
few quirks. The orange arrow in the second last screenshot is pointing to the action
for sharing on Bitbucket.

The VCS menu

The VCS menu allows us to see all the possible actions available to us, and can be
easily invoked:

Search Everywhere: Include non-project items {(Double )

Q, vcs oper

VCS Operations Popup... VCS Group
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This will cause a new menu to pop up:

VCS Operations

. Commit Changes...
. Commit File...

. Show History
. Annotate

. Compare with the Same Repository Version

. Branches...
. Push...
3. Stash Changes...
. UnStash Changes...

) Rebase my GitHub fork

Show History
Put Label...

This menu also has search and allows us to do most of the things that we want

to do, from committing to reverting. History actually opens up the Version Control
panel, which allows you to see a log of all the changes that our actions have been
translated into.

Version Control: Console  File Readme.md History
40 . . %3T .. 007, J.IJE;_ ==IdA=LLULNIL=3 as LeEl ==k

85 d fUsers/quazinafiuli. lam/Code/
B5)1 git push --progress orijin maste

.526: cd /Users/quazinatiulislam/Code/
.526: git log --name-status --pretty=i
.565: cd /Users/quazinafiulislam/Code/
.565: git show -M --name-status --pret
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The Console tab (indicated by the orange arrow) will show you all the commands
that have been entered and the File Readme.md History tab (indicated by the

red arrow) will show you a list of all the changes that have been made, and their
associated hash values. Annotate will give you a side panel that shows you all the
hashes of the commits, and Branches... allows you to check out branches and tags.

If you know Git, then all of these options will register with their command-line
equivalents. Now, we will move onto the Changes panel, which gives you a
more graphical representation of what's been happening to our project.

The Changes panel

The Changes panel gives us a bird's eye view of the status of our commits and the
branches we have as well as the difference between the commits. There are so many
features that we cannot go over all of them, but we will be looking at most of them.

Changes is a panel, just like Project, and we should able to access it once we've
initialized version control in our project:

Enter action or option name: Include non-menu actions ({38A)

Q) changes

Changes (3£9) Tool Windows

Browse Changes...
Create Patch... VCS Group

The Changes panel has two tabs: Log and Local. The Log tab allows us to dive into
the changes that have been made, providing powerful search tools. It also gives us
the ability to quickly see the changes between different versions of the commits.

But, before we dive into this awesome panel, we need a project that can showcase
how powerful it can be, and this is why we are going to be cloning the Python
requests, an open source library by Kenneth Reitz, which has been around for
quite some time and hence, has many different commits for us to look at.
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The first thing that we're going to do is clone the Python requests so that they give
us a large library with lots of commits. Then, we are going to take a look at all the
changes that have been made over the lifetime of the project using the Changes
panel. We can clone a Git repo directly within PyCharm by heading over to the
Quick Start screen and choosing to check out from version control:

Quick Start

o

" Create New Project

~ | . .
r} Open Directory

Check out from Version Control

Checkout from
Bitbucket
GitHub

CVs

Giny

Mercurial
Subversion

And then, we enter the Git repo's URL:

® @ Clone Repository

Vcs Repository URL: | https://github.com/kennethreitz/requests| | 1

Parent Directory: fUsers fquazinafiulislam/Code/Python @ 2

Directory Name: requests 3

Cancel Help

Here, [1], [2], and [3] are pretty self-explanatory. We can use [4] to check whether the
repo exists before cloning to avoid errors later on.
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The first thing that we are going to do is take a look at how a particular file,
index.rst, has changed over the course of the project's existence and we are going
to use the Changes panel to do it. The first thing that we do is select index.rst as
the structure that we want to observe:

Changes: Local Log

&

Filter: (Qr~ Branch: All = User: All ¢+ Date: "%t - Structure: All

Subject All
origin/master | Merge pull request #2290 from syedsuhail/fix-2282 o Select...
y Fix #2279, Update layout css
Merge pull request #2289 from syedsuhail/fix-2288
Fix #2288. Change urllib3 and chardet workflow
y IHEAD || master | Merge pull request #2282 from morganthrapp /patch-1
lndata r:ir;-:-.i'-\arhrrr. hrmil

ongin/master |

6b5’@8af832&b3fd8935420a4db38c93fa25

D 9:Changes 9§ 6: TODO Terminal L& Version Control

We first get to the Changes panel by clicking on [1] or we can use Find Action, as
shown before. Then, we select Structure [2]. It is an example of a filter that we can
apply just like Branch, User, or Date.

Structure allows us to select multiple files and/or directories that we wish to
observe. We may not, however, select the root directory because it is pointless to do
so as it would list all the changes that we get as the default view when we first open
up the Log tab.

So, let's add the index. rst file as the structure that we want to watch:

@ [ ] Select Files or Folders to Filter

£l make.bat

Cancel
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Once this is done, we will see a list of all the commits that have changed the
index.rst file. Furthermore, we can filter these commits based on their messages:

Changes: Local Log

Filter: | Q. test

testimonial
best testimonial ever
@ Merge branch ‘develop’ into feature /rewrite
shorten testimonials a bit
Added Armin's awesome testimonial \of

& tactimnnial rleanun

Here, we can see that in one of the commit messages, Armin Ronacher's testimonial
was added. Let's take a look at it by selecting the commit. Then, we will look at the
changed files.

Changes Local Log

Filter;: Q- test : <.
sers/quazinafivlislam

Miindex.rst 9

testimonial

best testimonial ever

Merge branch 'develop’ into feature /rewrite
shi 1 testimonials a bit

Added Armin's awesome testimonial \o/ 1

recHm r'1."|.|._.1-t r | =Talllal

4ada2e56644el775ebcf4b2fB8ad7c0c02bedf
Kenneth Reitz at 10/11/11, 12:33 AM

O 9:Changes S 6: TODO Terminal
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Once we've double-clicked on [2], we can take a look at the changes made to
index.rst in the commit:

o [ ] fUsers/quazinafiulisiam/Code/Python/requests/docs/index.rst

+ Ignore whitespace: |All> Highlight: Byword > (k| 2 [ -
Ocf9ede580e3c661alfdabdfOf4celadB4cac... dadaze56644el775ebcf4b2f8ad7c0c02...

use Requests internally.

use Requests internally. **Armin Ronacher**
; 19 Requests is the perfect
**pDaniel Greenfeld** ) right level of abstract
Nuked a 1288 LOC spaghetti
@kennethreitz's request libi ) 52 **Daniel Greenfeld**

51 Muked a 1288 LOC spaghe
**Kenny Meyers** 52 54 @kennethreitz's request
Python HTTP: When iﬂ'dnubt, 53 :
simple, Pythonic. 54 56 = enny Meyers**
: ' Python HTTP: When in do
**Rich Leland** 56 58 simple, Pythonic.
Requests is awesome. That is i

SRS b | T i

1 difference Deleted Changed Inserted

We can also see the changes between different commits by selecting the two
different commits:

Changes: Local Log Show DIff (320)

Filter: Qrtest ' L&
¥ 1 /Users/quazir
testimonial 1]
best testimonial ever
Merge branch 'develop’ into feature /rewrite
shorten testimonials a bit

Added Armin's awesome testimonial \o/

testimonial cleanup 2
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Other filters such as Branch and User have code completion:

User: All = Date

Select...

L

me + User: All = Date: All ¢+ Structure

Select one or more users separated wit

# <l to finish

Here, we can even enter multiple names on separate lines to get changes from
different users. All the recent filters are saved too.

Changing Diff colors

If we wish to change the Diff colors, all we have to do is alter the colors in
Colors & Fonts:

Q, Diffi Editor » Colors & Fonts » Diff

Inspeni.ons . Scheme name: Dracula Copy
¥ Version Control
Git Cluinged

2 Conflict
Subversion

Deleted
v Editor : Inserted
¥ Colors & Fonts
Diff
External Diff Tools
Keymap
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Change lists

Often, we want to group the changes to the project together. By default, PyCharm
puts everything in our Default change list. But what if we wanted to just commit
changes to a certain file or a group of files? In the Changes panel, we can select a
bunch of files, and move them to a separate change list:

¥ Default

’ \ ¥ cle Pvthan Tod APl SOI Alche
[& us:'§ Commit Changes...

[& Us & Revert...
¥ Unversior i3 Move to Another Changeiist
[ i & show Diff
Jump to Source

X Delete

We've set the change list to become the active change list, meaning that the changes
we made will get added to this change list. However, note that this is in no way a
partial commit, it is file-specific. We cannot pick out individual commits and add
them to a change list. Once this has been done, when we go to commit, we should see
two different change lists —one being Default, and the other being the new change
list that we've just made.

e @ Move to Another Changelist
Existing Changelist
Default

& New Changelist

Name: ModelChangelist

Comment: This changelist consists of all the files inside the Models package/]

¥ Make this changelist active Track context

Cancel oK

We can also move files between change lists by dragging and dropping.
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Change lists also give us the ability to configure what happens when we commit
from a particular change list:

e @ Commit Changes
» Change list: | ModelChangelist | v

Author:

v ® [ /Users/quazinafiulislam/Code/Pythor
¥ B .
¥ [ common.py Amend commit
% ' Before Commit
v {:‘ etore Lommi

Reformat code
Rearrange code
Optimize imports
ed: 4 Perform code analysis
o Weissoe % e ¥ Check TODO (Show All) Configure
Adding new features to SQLAIchemy models. After Commit
Run tool:
(none)
Upload files to:
(none) v

¥ Always use selected server

Commijt = Help

The After Commit and Before Commit menus allow us to do specific things before
and after each commit list is committed. The Details tab, indicated by the orange
arrow, allows us to see the exact changes that are going to be committed on a
file-by-file basis.

Summary

In this chapter, we looked at what's possible with PyCharm's VCS and what isn't.
PyCharm has super support for Git and GitHub, but lacks a little bit elsewhere,
which can often be made up for with additional plugins. PyCharm's VCS is not a
leaky abstraction over a VCS, such as source tree, but still has some powerful search
and filtering tools.
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HTML and JavaScript Tools

PyCharm's support for JavaScript is exclusive to its professional edition. These sets of
tools are common across other Intelli] IDEs (see Chapter 9, Version Control Integration).
This chapter is by no means exhaustive because most of the support for JavaScript

in PyCharm comes from plugins. If we were to dive into all the plugins available for
Intelli] IDEs, we would've written several books on the topic. So, to keep this short
and sweet, these are some of the most used features that any JavaScript developer
would find useful. Here is a quick run-down of what we're going to cover:

* JavaScript support: This section of the chapter is the largest and covers
many features that developers would find useful. We are going to look at
JavaScript code completion, NodeJS support, library support (for libraries
such as jQuery and underscore), transpiled language support, and code
quality tools such as JSLint. This section is rather large, so it's been broken
down into much smaller subsections for your convenience.

* HTML and CSS: This section deals with support for HTML, CSS, Emmet,
and live editing, as well as transpiled CSS languages such as SASS and Less
and transpiled HTML languages such as HAML. We are also going to take
a quick look at watchers and how they can make the task of compiling these
files much simpler.

JavaScript support

JavaScript is all around us, and with the advent of Node]JS, it has become (much

to my chagrin) undisputedly the most prolific programming language. PyCharm
has several JavaScript-specific features to deal with the influx of JavaScript needs.
However, it's impossible to cover everything with regards to JavaScript support,
and many of the features will appear as you work in PyCharm. So, let's look at some
of the best tools that PyCharm has to offer for JavaScript. We will start off with the
simplest—code completion.
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Getting the most out of JavaScript code

completion

JavaScript is a difficult language to provide code completion for. Luckily, PyCharm
has powerful tools to make code completion a lot better in JavaScript.

Using JSDoc

There are two things that make JavaScript code completion in PyCharm
outstanding — smart type completion and support for documentation, including
TypeScript stubs. If you don't know what that means just yet, let me demonstrate.
JavaScript has support for JSDoc; this means that the documentation and the types
will help out in code completion. Let's start off by making an Immediately Invoked
Function Expression, and in it, let's create a function called greetNames:

(function ()

function greetNames (names) {
for(var i = 0; i < names.length; i ++) {
console.log("Hello, " + names([i])

}

P O;

While writing the preceding code, PyCharm will provide several completion
suggestions for the function, and when names is made a parameter, names. length
should automatically come up as a viable option. However, in JavaScript, we often
want specific suggestions as in many cases, PyCharm offers us a host of possible
code completions that we do not want. One way to fix this issue is to include a JSDoc
stub. With stubs added, our code looks similar to this:

/**
* This function greets all the names in an array of names
* @param {Array} names
*/
function greetNames (names) {
for(var i = 0; i < names.length; i ++) {
console.log("Hello, " + names[i])

}
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In the stub, we specify that names is an array, and so, when we go for suggestions,
PyCharm will offer up length as one of the very first suggestions, and this is because
PyCharm understands that names is an array. If we get the quick documentation on
names, we see that PyCharm sees names as an array.

es(names) {
B; 1<«
e. log(

7 G[Capy

[ Array ] names

i< names; 1 ++) {
le.log( + names[i])

r anDbject = { "r

greetNames(anArrayOfNames) ;
greetNames(anObje

This can become very useful when dealing with large code bases. Also, note that
PyCharm understands the type of the anobject variable as well. Inserting a JSDoc
stub will come automatically if you want it to. Go to the line above the function
declaration, type out /** and then hit Enter. PyCharm will automatically create
the @param lines for you.
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Using libraries

When writing client-side JavaScript, we almost always use third-party libraries.
This can often be difficult for PyCharm to understand when you have a lot of them.
Furthermore, if we're using the minimized JavaScript files, PyCharm will not be
able to give us the kind of code completion that we expect if we had written these
files ourselves with the proper documentation stubs. This problem is remedied by
including library support in a specific JavaScript file. Inside the JavaScript file, we
can right-click anywhere and choose to add a supported library; in this case, we are
going to add support for jQuery.

ion () {

Copy Reference
[ Paste
& Create Gist...
Add to null

i Use JavaScript Library S *  jquery
: Predefined

Nashorn
WebGL

This will allow PyCharm to offer code completions based on jQuery's official
documentation.

PyCharm is not limited to just jQuery or just the most popular set of libraries, it
can support a wide range of libraries because of the TypeScript stubs made by the
TypeScript community. In order to add support for a library, we simply need to
head over to the Libraries section inside the JavaScript preferences.
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e @ Preferences

Languages & Frameworks » JavaScript» Libraries ® For curr...

Libraries
Enabled Name Type
jguery Global
HTML Predefined
HTMLS / EcmaScript 5 Predefined

Nashorn Predefined

WebGL Predefineg :
Download...

Manage Scopes...

Cancel

There is of course official library support, but more interestingly, we can also
download support for lesser-known libraries (such as underscore) because
of the TypeScript stubs.

@ L] Download Library
Official libraries
Official libraries Version URL
TypeScript community stubs ttp: //download.dojc
GPL ttp: / fedn.sench o
code. jguery.com/...
(.googleapis....
netcdn.c..

script.aculo.us
YUI
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In this example, we are going to try and download support for underscore.js.

@ L] Download Library

TypeScript community stubs | »

Search for: unders URL
https:/ /github.com/borisya
https:/ fgithub.com/borisyankov/Defi..
github.com/borisy
:/ [github.com fborisyanko
twitter github.com/bori

type-detect https://github.com/bo

typeahead

typescript

typescript-deferred

Iy Ipt-services A

underscore | https: Hgnhuh cum!hu syankuvmeﬂ...

Close Help uownload and Install

Once we've successfully downloaded the stub file for underscore, it will appear as a
library that is supported by PyCharm:

Libraries
Enabled lame Type
jquery CGlobal
underscore-DefinitelyTyped Global
HTML Predefine
HTMLS / EcmaScript 5

Nashorn Predefing

WebGL Predefing

It is best to disable the Enabled box, and only assign library support to the files when
you need it, otherwise, your suggestions will get overly cluttered.
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We can now choose to include underscore as one of our libraries inside the file:

Add to null

Ini
i Use JavaScript Library P jguery
'ring-length@l.0.8, latest-version@l.e.e) underscure-DeﬁthelvTvped

okie@@.12.1, os-nan Predefined

o
2

.2.8, lru-cache@2.3.
aws-sign2@e.5.8, si

0.7, blg0.9.4, htty
o

senvige.l1.8, uvuid@2.e.1, js-yam «2.7) WebGL
=3
ram@e.e.4, through@2.3.7, lodash@2.4.l1, re b

So, if we want to use underscore functions now, we get code completion as well as
type checking (because TypeScript is a statically-typed language):

Underscore. for|

DO 6 : nctic
Press . to choose the selected (

In most cases, I prefer using TypeScript stubs over the community or official
documentation simply because the stubs are of very high quality and always
provide type information that can be very handy when managing large projects.
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Transpiled to JavaScript languages

PyCharm supports TypeScript and CoffeeScript (not the iced version though). Support
extends quite far: code completion, syntax highlighting, and the automatic creation

of map files are supported. Furthermore, automatic watchers to turn these files into

. js files are added when you initialize a TypeScript or CoffeeScript file. Although no
templates exist for automatic TypeScript or CoffeeScript creation, simply creating a
file with a .ts or . coffee extension will cause PyCharm to recognize those files and
provide the required code completion/syntax highlighting for those languages.

L] @ Mew File

Enter a new file name:

demo.ts|

As soon as we create the file, PyCharm will prompt us to add the watcher that
compiles this TypeScript file into a JavaScript file. It will also generate a map
file to aid with debugging.

[ NoN ] 4! demo.ts - PyCharmDemo - [~/Code/Python/PyCharmDemao]
3 PyCharmDemo E} demo.ts

Eu:i demo.ts

File watcher "TypeScript' is available for this file. Description: 'Compiles .ts files into js files'
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We can configure the watcher in the dialog window that pops up when we choose to

add the watcher.

e o New Watcher
Name: TypeScript

Description: | Compiles .ts files into .js files

Options

Qutput Filters... Show console: | Error 'o

¥ Immediate file synchronization Trigger watcher regardless of syntax errors
¥ Compile main files only

Watcher Settings
File type: [@ TypeScript files

Scope: Project Files

Program: o fusr/local /binftsc Insert macro...

Arguments: --sourcemap SFilePath$ Insert macro...

Working directory: $FileDirs Insert macro...

Environment variables:

Output paths to refresh: | sion$.js:$FileNameWithoutExtension$.js.map Insert macro...

Create output file from stdout

Cancel Help

This may seem intimidating at first, but you really don't have to do anything

other

than say OK to all of this. We will go into depth about this later when we will talk
about watchers. For now, the two most important parts of the whole dialog window
are [1] and [2]. Number [1] indicates the TypeScript executable that will be used to
compile your TypeScript file; make sure that you have TypeScript installed, and if

you don't have it, simply install it by using the following command:

npm install -g typescript
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Number [2] indicates when the console will be shown. As you write in your
TypeScript file, PyCharm will automatically run the executable every single time you
make a pause or save the file (this can be changed, however) and produce two files, a
.jsfile and a .map file (which helps while debugging).

¥ |BHdemo.ts

ﬁ’dr‘:mn.js
@ demao.js.map

If the compilation causes an error, only then will you see the console pop up at the
bottom of the PyCharm's window.

® © ® : demo.ts - PyCharmDemo

- [~/Code/Python/PyCharmDema]
[ PyCharmDemo '|T_H demo.1s ]

-

[l_:g'l demo.ts

clas

| 3
v Jfusr/local/bin/tsc --sourcemap
- fUsers/quazinafiulislam/Code/Python/PyCharmDemo/demo.ts

(1,1): error T52384: Cannot find name 'clas’.

Process finished with exit code 2

[0 unterminated statement 51 LF* UTF-B= &

Notice how the window shows you what command was executed, and what
the console output was. When we finally finish typing out class, the console
will disappear.

This support is identical for CoffeeScript, with the only difference being that
CoffeeScript will have a separate executable. However, ES6 support (using traceur)
is a little different. In this case, we need to make sure that we have traceur installed;
you can do that with the following command:

npm install -g traceur
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To support ES6, we need to tell PyCharm that we want to use ES6 as our JavaScript
standard. To do this, all we need to do is change the version number of ECMAScript
that PyCharm is using.

® o Preferences
Languages & Frameworks ¢ JavaScript ® For cur

JavaScript language version | ECMAScript 6 v

JavaScript 1.5
Prefer Strict mode ECMAScript 5.1

JavaScript 1.6
¥ Weaker type guess for €0 JavaScript 1.7

JavaScript 1.8
La JavaScript 1.8.5
» JavaScript ECMAScript 6
» Schemas and DTDs JSX Harmony

Unlike last time where we created a specific extension, to use ES6 all we need to do is
create a new . js file, and PyCharm will ask us to add a traceur watcher for it.

EQI traceur.js

File waggcher "Traceur compiler' is available for this file. Description: Transpiles ECMAScript 6 code to ECMAScript &'

l *

And once we add the watcher, the same thing will happen as it did for TypeScript, a
dialog window will pop up, asking for an executable and other options.

Support for libraries and frameworks

Support for third-party frameworks is done through plugins. There are so many
plugins that aid JavaScript development that it is impossible to cover them all.
However, this section talks about the highlights of both the client- and server-side
frameworks that are supported.
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Client-side frameworks

Through plugins, PyCharm has excellent support for both client-side and server-side
JavaScript frameworks. Think of PyCharm Professional as the PyCharm community
+ WebStorm (an IDE for building JavaScript applications).

On the client-side of things, PyCharm has support for Angular]S, and the support
extends to having quick fixes for directives, the creation of controllers, and syntax
highlighting for AngularJS templates.

PyCharm also supports Bower out of the box.

Server-side frameworks and NodeJS

) D | Category: All =

Sort by: name ¥ JAVASCRIPT
243048 MNodels
2 months ago
™ MNUnitJS 12341 ik
T uNIT TESTING £ year ago *irdrirk 843948 downloads
# PhoneGap/Cordova Plugin 20200 drfriedede Updated 21-Jan-15  ver 139.1143

FRAMEWOREK INTEGRATION & months ago

[i] Install plugin

Mode |s integration

HTTP Proxy Settings... I { Manage repositories...

PyCharm can support NodeJS through plugins. If we install the NodeJS plugin, we
will not only gain node support, but also gain access to custom project creation, with
the Express framework. The NodeJS plugin also comes with support for managing
the node modules (through npm) you have installed in your project.

[170]




Chapter 10

JavaScript Code Quality Tools

| ;u Languages 8 Frameworks b JavaScript ¢ Code Quality Tools For default project

Py

Appearance & Behavior
Editor

Code quality tools

J5Lint

Version Control LefAr X
Closure Linter

Default Project 1505
Build, Execution, Deployment ESLint

Plugins

Languages & Frameworks
JavaScript

J5Lint

J5Hint

Closure Linter

JSCS

ESLint

Bower

PyCharm supports a wide range of linters and other quality tools. However, please
note that some tools require you to install node on your machine as well as point the
node package that does the linting or the hinting for you.

HTML and CSS

HTML and CSS are well supported in PyCharm. This section is by no means
exhaustive, but does provide a detailed account of the tools that will help you stay
productive. PyCharm provides tag completion for HTML, but it has so much more
than this that tag completion is the least exciting feature in its feature set.

Emmet

Emmet is essentially shorthand HTML and CSS. You type the abbreviations of what
you want, hit Tab, and PyCharm will automatically convert that shorthand into the
desired tags and subelements.

For example, if we were to type in div.container, we would be creating a div tag
of the container class. In other words, the following:

div.container
turns into:

<div class="container"s</divs>
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with your caret automatically placed inside the div tag.

This section won't teach you the basics of Emmet; the Emmet documentation site
does a much better job: http://docs.emmet.io/

However, PyCharm has its own twist on Emmet, and this includes extra support for
XML tags as well as automatic insertion of vendor prefixes that can be customized
inside the Emmet subjection of the Editor settings. Depending on what CSS selector
you're using, you can have PyCharm autocomplete browser prefixes for you and
customize what browser prefixes you support. The default prefixes are updated with
every PyCharm update.

(Q Emmet ) Editor ¥ Emmet

Appearance 8 Behavior

Keymap
Editor

Enable 55 Emmet

Enable fuzzy search among CS5 abbreviations

[_] Enable expansion of unknown properties ('unknown' to 'unknown: ;')

Auto insert css vendor prefixes

Property | -webkit | -moz | -ms | -0
accelerator (| ] ]
accesskey 1 (] ]
animation |:| |:|
animation-de... ]

What Emmet for CSS essentially means is that now when we type in an attribute, such
as animation-delay, we will get browser-specific attributes written for us as well.

F'r app.py X | El base.html = | El index.html % | 'E-‘_!'! cheese.css X

1 Cdiv.container {
A4
3 =} adel -webkit-animation-delay: ;-moz-animation-

o m| e

-o-animat
p|-webkit-afMimation-delay
Ctrl+ Down and Cirl+ Up will move caret down and up in the editor
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Emmet also supports surround templates. For example, we can make a selection, invoke
Surround With..., and use Emmet abbreviations to surround the relevant HTML.

n types class=
Surround With
1. % if %}
2. {% for %}
3 with %}
4. {% block %}

sur. Surrounds with braces

T. Surround with <tag></tag>

T2 . Surround with <tag></tag> in HTML/JSP
CD. Surround with CDATA section

Emmet

Live debugging

Live debugging is one of the best PyCharm features. It renders your HTML and CSS
in real time, meaning that the changes you make inside your editor are reflected

in your web browser. It also channels Chrome's JavaScript console directly to
PyCharm's console, meaning that you can control your web browser directly from
within PyCharm.

Installing the plugin
However, before we are allowed to use live edit or live debugging, we need to make
sure that we have the JetBrains IDE Support extension installed.

Ve

¢ JetBrains IDE Support

j -? from www.jetbrains.com
4 HTML/CSS5/avascript editing and JavaScript debugging using JetBrains IDEs.
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Once this is installed, if we debug an HTML page, PyCharm will automatically
figure out how to set up the connection between Chrome and itself. I wouldn't
recommend messing with the settings of the extension, but I'm going to show
you how to mess around with it anyway.

In most versions of Chrome, we see the JetBrains extension after we've turned on
developer mode. In doing so, we gain access to the Options menu.

™ JetBrains IDE Support  2.0.7
L
_J D HTML/CSS/JavaScript editing and JavaScript debugging using JetBrains |DEs.
Permissions Ogtions Details
1D hn"hgecn:boh_gﬁﬁpm_agtdorrcnanrrlji
Inspect views: background page

Show button | & Allow in incognito

Inside Options, we have a few things that we can change. First of all is the port
number. JetBrains uses a pretty specific port number, so don't change it unless
you absolutely need to (in case you see a connection refused error pop up
somewhere in PyCharm).

However, there is an option that allows you to whitelist a few sites that you want to
make cross-site requests to (in case your security options are preventing a request to
a specific site).
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Debugging the file

@ testing. html

html body
1 <IDOCTYPE html>
<html>
<head lang="en">
<meta charset="UTF-8">
<title>This is a demo</title>
</head>
<body>

</body> . Copy Reference
</html> [M Paste

Pacte frnm Hicrarv

® Save 'testing.html'
Run 'testing.html’
' Debug\testing.html'

Unfortunately, I can't show you the pure awe that you feel when using live
debugging, I simply can't convey it through a book (because it's something
that's happening). But here are a few things to note:

At the start, you will see a notification in Chrome, saying JetBrains IDE
Support is debugging this tab.

Any change to the HTML file will be reflected in the browser. In case it isn't,
you can always use the Reload in Browser command.

CSS changes are also reflected instantaneously, even with SASS and SCSS
files, since PyCharm incrementally builds them.

You can run JavaScript inside the console that pops up in PyCharm, and see
it reflected in the console inside Chrome. Try it! Just run alert ("I am from
the future"); into the console and see what happens.

Whatever you select with your cursor in PyCharm will be directly reflected
in Chrome.

Make sure to disconnect after your debugging session, otherwise, the port
used by PyCharm stays open.

You can set breaking inside your JavaScript files as well as your transpiled to
JavaScript files and debug the script when it's executing from PyCharm.

This is such a neat feature that I always debug when I edit. This may just be
because I'm never really sure if my styles work the way I want them to, but
it's good fun anyway.
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File watchers

File watchers are language and framework agnostic, but I feel that they are most
relevant when working with HTML, CSS, JavaScript, and transpiled languages.
Previously, we talked a little about file watchers in this chapter as I wanted to
showcase the simplest way of setting up a watcher that suits most needs. However,
the file watchers in PyCharm are very powerful and allow you to leverage macros.

Tools b File Watchers = For current project

)

Appearance & Behavior

Editor Choose Template _1 A +
P -
Version Control [55 Closure Compiler »
Project: WebMano ri';' CoffecScript Y
Build, Execution, Deployment (=3 compass sass T
Languages & Frameworks —
S5 COMpPass 5055 Enl
Tools — o
\Web Browsers £s5 C550 C55 Optimizer ':EI
File Watchers @ HAML
External Tools ¥ LESS "
S SASS
8 5CSS
E Stylus

File watchers essentially run a tool on a kind of specified file after that file has been
changed. For example, most of the preceding templates are for transpiled languages
such as CoffeeScript and LESS. However, some of them carry out different tasks such
as the CSSE CSS Optimizer template. Let's start off by looking at a sample template.
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Name: | HAML

Description: | Compiles .haml files into .html files

Options

—
\f-/ Output Filters... Show console:

,1 Immediate file synchronization 3 _ | Trigger watcher regardless of syntax errors
=y \ g9 g 5y

¥ Track only root files

Watcher Settings

File type: \§/| (3 HAML files n Mo such files

Scope: \E/"I Project Files HD In scope
Program: \1/»—1' |z?:/|( Insert macro.., J

Arguments: 8 | FileNames SFileNameWithoutExtensions.html Insert macro...
iy | |

Working directory: \1_9/}' SFileDirs Hj | Insert macro... ]

Environment variables: | |

Qutput paths to refresh: | SFileMameWithoutBxtension$.html | | Insert macro... ]

AN / [ Create output file from stdout_\lg/

Immediate file synchronization: This means that the file watcher will run
the desired task if there is a change in the file; it does not matter whether the
file is saved or not. This is enabled, by default, on most templates, but if your
tool takes time to run, then disabling it would be best.

Track only root files: This is a more subtle feature. Root files are files not
included in any other file. In other words, the files that the HAML watcher
is watching are the files that aren't imported anywhere in any other file. You
might think that this is rather useless, but consider a language such as SCSS,
which can import other SCSS files. We have a main SCSS file that we are
actually going to import into our HTML. This means that when any file that
is imported is changed, the watcher only runs on the main SCSS file. This
saves a lot of compile time.
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Trigger watcher regardless of syntax errors: This is self-explanatory.
However, I highly recommend that you keep it turned off since the console
popping up and then automatically closing down again can be rather
annoying since screen space is eaten up.

Output Filters...: This allows you to use PyCharm to recognize the output
from the watcher. For example, the TypeScript watcher can recognize the file
path and the line numbers on which the error has occurred because of the
output filter that it has enabled by default.

Mame:

| tsc

Description:

tsC errprfom——t

Press the right mouse button to see the list of
Regular ¢ available macros

SFILE_PATHS\(SLINES, SCOLUMMNSY): SMESSAGESS |

“ | Cancel | | Help |

Due to this output filter, PyCharm can make links from the output console to
the error in question. The $<ALLCAPS>$ variables are macros. These macros
are used to recognize where the file is and the line and column number of the
error message.

File type: This indicates the file type. You can only watch files with
extensions recognized by PyCharm. So, in order to add a watcher for a file
that is not normally recognized by PyCharm, you need to add recognition for
that file by navigating to Editor | File and Code Templates

Scope: This specifies the scope of the watcher. Although the default is what
you always ought to be using, there are many other options as well that you
can explore, for example Open Files.

Program: This links program/executable to the program that is doing
the task.

Arguments: Don't ever change this if you don't know what you're doing, it's
easy to get it wrong. These are basically the arguments that are fed into the
program. Notice how macros are used here again to specify a generic way of
passing in parameters.
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* Insert macro...: This allows you to insert macros and preview them as well.
Please note that it has a few quirks, for example, the Python interpreter is
pointed to as $JDKPaths.

Macros

FileRelativePath - File path relative to the project file
JDKPath - JDK path
LineMumber - Line number

ModuleFileDir - The directory of the module file
RndileFileDath - The nath of the maadole file

Macro preview

C:\PythonZT7\python.exe

m | Cancel | | Help |

*  Working directory: This also takes in macros but also accepts hardcoded file
paths. This is the directory of where the output file will go.

*  Output paths to refresh: Once again, a macro is used here to refer to the
compiled file. If the files were not refreshed, then live debugging would
not seem to work since the compiled files would not be refreshed.

* Create output file from stdout: Only use this if the output of your program
gets directly printed into stdout.

Summary

This is by no means an exhaustive account of PyCharm's web development
prowess, but it does showcase its unique features that I myself have come to deeply
appreciate. We focused on code completion and support for transpiled languages
in JavaScript and took a look at the tools that will boost our HTML and CSS
productivity. Live debugging is probably the best tool of the lot, and something
that you should take full advantage of. File watchers were also covered in detail as
they offer a very powerful way of handling task management and can be a good
alternative to Gulp and Grunt.
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Web Development
with PyCharm

In this last and final chapter, we are going to look at the database and framework
support that PyCharm provides out of the box. PyCharm allows you to connect
almost any kind of database, and will automatically download JDBC drivers for you
to act as an interface. It also has support for multiple web frameworks such as Flask,
Django, Pyramid, and GAE. This chapter introduces you to some of the best tools
that PyCharm has to offer for web development. However, this chapter does not

go into great depth; instead it opts to showcase the most useful features. Here is an
outline of what we're going to cover:

* Database tools: This section will deal with connecting to databases and using
PyCharm as a complete interface to the database. Please note that, for now,
PyCharm only supports RDBMSes.

*  Web frameworks: This section will look into the different web frameworks
that PyCharm supports, starting with common tools and then eventually
heading off to framework-specific subtopics.

Database tools

PyCharm supports interfacing with almost any database. Once you give PyCharm a
created database, it can give you the schema of the database, generate a diagram of
all the tables and how they are connected, and provide you with SQL writing tools
that have code completion.
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Adding a data source

In PyCharm you cannot create databases, but provides facilities to manage and
query them. Once you are granted access to a certain database, you can configure one
or more data sources within PyCharm that reflect the structure of the database and
store the database access credentials.

Connecting to a database

Adding an existing database is a simple process of configuring the hostname and
port and providing the authentication details required for the connection. It might
take a while to initially configure the database since PyCharm will need to download
JDBC drivers in order to do so. To add a database, we must first select a type.

Database = | - 5
+ 0 OFm EE OTHE R E
@ Console §
= DODL Data Source & Derby r f
:’; Import from sources... HZ 4 %
&) HsOLDB J =
[ mysaL i
E Oracle
osesar |
B SOL Server »
T @ savite 3
€ Sybase b

[182]



Chapter 11

In this case, we are going to connect to an existing PostgreSQL database.

+ - E‘] ] Name:
Data Sources | PostgreSOL - postgres@localhost
Post L - post: localhost
_' S S Database  55H/SSL | Schemas & Tables | Advanced
Drivers
= DR2 Host:
" Derby | localhost
E H2
@) HSOLDB Database:

[
[T mysar 2 postgres
E Qracle —'/I

@ The following URL will be used to connect, dit to overide:
' Postgre50L

B” 0L Server

I jdbe:postgresql/flocalhost:5432/postgres

W7 sCLite ser Password:
€ Sybase | |

Sz on Fizkwith master password protection

N .
4 Test Connection

= Driver files

+

@ Driver files missing: Download PostgreSOL driver files

9

"/ | Cancel | [ apply | [ Hep

When adding a database, we can set its scope. When we set the scope to Project [1], we
tell PyCharm that this database is only relevant for this particular project. If we set it to
IDE, the database will be available on every single project in our database panel.

[2] is the name of the database we want to connect to and [3] will be generated
automatically as the connection URL. The reason that we cannot test the connection
using [4] is because PyCharm does not have the downloaded drivers; we can fix this
by just clicking on the link in [5].
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Once we download the files, we should be able to see that PyCharm is using the
PostgreSQL drivers in the Driver files subsection.

* Driver files

+
Using PostgreSOL driver files .
T
+

After installing the drivers and setting the credentials, we should now be able to test
our connection.

Database: PostgreSCL/9.4.1

Driver name: PostgreSCL Mative Driver

Driver version: Postgre50L 9.4 JDBCA (build 1201)
JDBC version: 4.0

Case sensitivity: LOWER (quoted: EXACT)

Connection successful (2 s)

Adding files

We can even add .ddl files or sqlite databases (.db files) just by dragging and
dropping them into the database panel. We can then query the files as if they were
any other database.
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Using the SQL console
Using the SQL console in PyCharm gives us many features, including code

completion, error detection, diagram generation, and much more. Let's start
by firing up the console for the newly added database.

Database | Console (CtrlsShift+F10) | | %= I
+0 oFm Bk e B =

v PostgreSQL - postgres@localhost

¥ Ga postgres.pg_catalog schema
» Ef pg_aggregate systern table
» B pg_am system table
» EE pg_amop systern table

The console allows us to input SQL into the database, and the first thing we are
going to do is create a schema called demo.

Eile Edit View Mavigate Code Refactor Run JTools VC5 Window Help

database W PostgreSQL - postgres@localh | © WebMano v| o P E ®s Q
¥ PostgreSOL - postgres@localhost.sgl \_ Database = | B )

N
+ [ ;ﬁ;fm s SR
0 v PostgresQl - postgres@localhost |

Ga postgres.pg_cataleg schems

»» public =

b @ P

1 CREATE SCHEMA demo;

Ga postgres.public schema

- L

Database Console PostgreSOL - postgres@localhost

sgl> CEREATE SCHEMA demo
[2015-05-01 00:20:11] completed in 10lms 2

b

O PostgreSOL - postgres@l... (a minute ago)  3:1  n/z windows-1252¢ Gitmaster 3 & & s

Once we run the SQL, we should expect to see the changes reflected in the database
panel on the right-hand side since the statement was executed as shown in [2]. Our
first point of call might be to synchronize using [1], but even that will not solve the
problem because PyCharm offers you better code completion by only taking into
consideration the schemas that you want considered.
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The solution is to change the list of schemas that PyCharm does take into
consideration using [3], which will allow us to once again configure our database.

+ — [ % MName: Scope:
v Data Sources | PostgreS0L - postgres@localhost | | Projectn
L ] Postgre5Ces@local

7 Drivers
b m=x B2 | Available schemas | Resolve unqualified references

b a2 postgres.demo
>

Database | 55H/55L  Schemas & T Advanced |

Gl HSOLDE |:| postgres.information_schema

@MySQL postgres.pg_catalog
& Nracla postgres.public

Table names pattern: [Help]

| |
| Cancel | | rpply | | Help |

Underneath the Schemas & Tables tab, we must enable the postgres.demo schema.
Once enabled, we can set the schema as our default schema. If we disable all the
other schemas except for the demo schema, PyCharm will only provide us with code
completion from the demo schema. This makes code completion a lot faster, and as a
result, makes PyCharm a lot more responsive. This feature also extends to tables.

File Edit View Mavigate Code Refactor Run Tools VCS Window Help

'PostgreSQL-pustgra@lﬂcalhﬂ @ WebMano v | P @ ¥E "'.'.'E,,s "':E.s E_ﬂ H Q

¥ PostgreSOL - postgres@localhost.sgl % Database = | -

' EIB {_E/': P}‘ »» demo ¥ +T Ej ;j ? . % I:III:I-I b
CREATE SCHEMA demo; ~ W PostgreSQL - postgres@localhost

Ga Poﬁgres.demuw

[l PostgreSQL - ... (12 minutes ago) 51 n'c windows-1252% Git master + & & g
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We can now begin creating a table called students under the demo schema.

¥ PostgreSOL - postgres@Ilocalhost.sgl

P B ® ¥ B atocommit v 5 H

1 CREATE TABLE students (
2 id se

SERIAL4
SERIALS
BIGSERIAL
LSEG

3 1 SERIAL

zel select all rows from a table
selc select the number of specific rows in a table
selw select specific rows from a table

trl+ Down and Ctrl+Up will mowve caret down and up in the editor

T

Note how PyCharm offers us possible types in [1]. We can also see that there are a
few snippets available to us in [2]. PyCharm also provides table-specific completions

and catches silly mistakes.

W PostgreSOL - postgres@localhost.sgl %

b B ® ¥ B ardtocommt VvV H B

CREATE TABLE students (
id SERIAL PRIMARY KEY,
fname VARCHAR(Z255),
lname VARCHAR(Z55),
age INTEGER CONSTRAINT CHECK (a)

o [ Ty [ S Y Oy S

AND
ABSTIME

i abs
ADDBAMDARG

L H age (students)

In [1], we forgot to add a name for the constraint, and in [2], we are provided with
age as a possible completion. Note that other completions such as function calls

are also suggested.
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The complete schema looks similar to this:

CREATE TABLE students (
id SERIAL PRIMARY KEY,
fname VARCHAR (255),
lname VARCHAR (255),
age INTEGER CONSTRAINT minimum age CHECK (age > 4)

) ;

It is a very simple table, but with it, we can illustrate a few points. First, the console
only allows you to execute one selection or a statement at a time. This means we have
to select the SQL we want to execute or place our cursor on a statement; otherwise, the
green button will remain grayed out and Ctrl + Enter will result in nothing happening.

W PostgreSOL - postgres@localhost.sgl
b B B P Auto-commit %

CREATE TABLE students

id SERIAL PRIMARY KEY,

3 fname VARCHAR(255),
4 lname VARCHAR(25S),
5 age INTEGER COMSTRAINT minimum_age CHECK (age > 4)
6 );
7
s | ?
9
1a CREATE TABLE courses
11 id SERIAL PRIMARY KEY,
12 description TEXT
13 s
14
15 CREATE TABLE student_courses {
16 s_id INTEGER REFERENCES students(id),
17 c_id INTEGER REFERENCES coursesi{id)
18 s
19
2@
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This means that if we have multiple statements as in the preceding screenshot, we
need to select all of them; otherwise, only the statement we currently have our cursor
on will execute. Once we have selected the statements we want to be executed, the
results will appear in the console.

L PostgreS0L - postgres@localhost.sqgl *

[ 2 E.E" 2] P}' B ruto-commit v B W

1 CREATE TABLE students

2 id SERIAL PRIMARY KEY,
3 fname VARCHAR(255)

4 1lname WARCHAR( ¥

5 age INTEGER CONSTRAINT minimum_age CHECK (age »
& ¥:

7

B CREATE TABLE courses

9 id SERIAL PRIMARY KEY,

18 description TEXT

11 Y3

12

13 CREATE TABLE student_cour
14 s_id INTEGER REFERENCES
15 c_id INTEGER REFERENCES
16 Y3

Database Console PostgreS0L - postgresi@localhost

Pf‘ sgl> set schema 'demo'
[2015-05-02 13:16:11] completed in 22ms

P |5gl> CREATE TABLE students {
_n | id  SERTAL PRIMARY KEY,
= fname VARCHAR (255},
m lname VARCHAR(255),
age INTEGER COMSTRAINT minimum age CHECK (age > 4)
XD

[2015-05-02 13:19:2E8] completed in 13 29ms
531> CREATE TABLE courses |
id SERIAL PRIMARY EEY,
description TEXT
)
[2015-05-02 13:19:28] completed in l2&ms
sgl> CEEATE TABLE student courses |
3_id INTEGER REFERENCES students(id),
c_id INTEGEE REFERENCES courses(id)
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Parameterized statements

PyCharm allows us to reuse statements using parameters, and is particularly useful
when we want to enter a sequence of statements. In this case, we want to create three
students, so we are going to parameterize the statement using question marks:

¥ Postgres ostgres@localhost.sgl *

b F % B avto-commit v W

P Parameters

1 INSERT INTO students (fname, lname, age) VALUES l:'-‘

(@ PostgreSQL - postgres@localh...

Parameter Value
7 'lon’

7 'Clements’

R o*
ol .

| 4 .ﬁ' 'o’
A

Tl- '.o:]’

T4

Opening up the parameters window (indicated by the red arrow) will allow us to
enter different values for the three parameters. Please note that this window might
pop up on the right-hand side as an attachment to the database console.

Console history

[};@.—M Auto-commit

® o PostgreSQL - demo@localhost History

INSERT INTO demo.studen

INSERT INTO students (Fi

CREATE TABLE demo.studel _ . -
4  CREATE TABLE demo.cours

We can reuse any of the statements we've entered into a console session. The console
sessions are saved for each project; so even if we were to close PyCharm, the history

would remain intact.
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Database diagrams

If we want a bird's eye view of how the tables in a certain schema are related to each
other, we can use PyCharm's database visualization tools.

Database
&

«" Show Visualisation... XU

Show Visualisation Popup... U
[T student_courses

» [T students «" Visualisation for demo
W courses_id_seq
[ students

_ §lid [l courses
.pg_catalog

Gz derily public ifname Faid
[lIname [l description
lage A

1] student_courses
I s_id
llc_id

In the preceding screenshot, we first selected the schema and then we visualized
the tables in the schema; if we wanted to see the relationships between just a subset
of the tables in the schema, we could just select those tables and then visualize only
those tables in the selection in addition to the tables that they're taking a reference
from. So, if we were to visualize student_courses, we would get a visualization of
all three tables, because student courses is related to the other two tables as well.

Exporting data

PyCharm allows us to export pretty much anything from a database, ranging from
the contents to a single table in JSON or CSV to the DDL required to construct all the
tables in a schema. There are so many options here that we can only dive into a few,
and talk about some of the unexpected behavior we see.
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Copying DDLs

DDLs allow you to recreate tables. If we were to select a schema, table, or a subset of
tables in a schema, PyCharm would be able to generate the DDL required to create
all the tables that fall under the schema or our selection of tables. So, for example, if

we copy the DDL for our courses: table, we simply select the courses as our table
and copy the DDL.

Database [ Copy DDL (0:%0) Y

+, O%m m= 5§
¥ PostgreS0L - demo@localhost
demo.demo
# [T courses: table
» [0 student_courses
» [0 students
[§8 courses_id_seq
[ students_id_seq

The resulting DDL will be the following:

CREATE TABLE courses (
id SERIAL PRIMARY KEY NOT NULL,
description VARCHAR NOT NULL ) ;

We can do the same thing by selecting a schema, table, or a set of tables within
a schema. However, note that the SQL generated may differ from what was
originally entered.
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Exporting the table contents

mY PostgreSQL - dem
¥ G.demo.demo
> Tcoursas
» [ student courses
> dents: table
ma courses_id_seq New

Comma-separated Values (CSV) |8 Save To File
Tab-separated Values (TSV)

HTML Table Color Settings...

SQL Insert Statements | Diagrams
SQL Update Statements

XML

JSON

Configure Extractors...

We can export the data in our tables in a myriad of ways. As shown in the preceding
screenshot, we can export pretty much every file type imaginable from CSV to JSON.
Furthermore, we can customize how we export CSVs, TSVs, and HTML tables in
configure extractors.

@ @ Data Extractors

Comma-separated Values (C5V) Title Comma-separated Values (CSV)
Tab-separated Values (TSV)
HTML Table Include column names

50L Inser tements Include row numbers
SQL Update Statements i "
XML ¥ Allow transposition
JSON

+

Cancel Help
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We can even configure new formats of export (based on the current formats that
already exist) as separate options using the + icon indicated by the red arrow.

@ [ ] Data Extractors

Comma-separated Values (C5V)  Title | CSVs with Rows
Tab-separated Values (TSV)
HTML Table Include column names

SQL Insert Statements W Include row numbers
5QL Update Statements ; N
XML ¥ Allow transposition

JSON
CSVs with Rows

Cancel Help

Web frameworks

PyCharm supports a wide range of Python frameworks. All the frameworks share
common features such as setting the templating directory and mapping views to
those templates; however, they also have their own unique feature sets, such as
Django having very good code completion for its ORM. In the following subtopics,
we will discuss common and specialized features for the different frameworks that
PyCharm supports.

Although SQLAIchemy is not a web framework, PyCharm supports it just like
it supports Django's ORM, giving you good code completion and being able to
generate model dependency diagrams.

Common features

All the frameworks share some common features such as project creation. Here are a
few of the common features that will help you with development in any framework.
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Support for templating engines

Most frameworks will serve templated files. PyCharm supports a multitude of
Python-based templating engines. Setting the templating engine and the template
folder allows us to get code completion inside our templates. We can demonstrate
this by first creating a Flask (or any other framework, for that matter) project. All we
need to create a Flask project is an app . py file like this:

from flask import Flask

app = Flask(__name_ )

@app.route('/")
def index() :
return "Hello World!"

if _ name_

== '__main_ ':
app.run/()

The preceding code is very simple. It creates a simple Flask application using
Flask(__name_ ), then assigns it to the variable app, registers a route for the

/ path, and finally, runs it using app . run (). The route function simply returns
Hello World. We are going to change the index function to render a template. The
first thing we're going to do is create Template Folder in our current directory and
mark it as a template directory.

B Project ud 0 = | &I rr’ app.py
v [IDemoFlask : from flask impc
= [.venv
Eltemplates 3 app = Flask(__r

Mark Directory As *# [ Sources Root
Tﬁ{‘rlplate Folder

Flaobits Excluded

@ Create Gist...
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Once we've set this, we need to set the templating language as well.

@ @ Preferences

Languages & Frameworks » Python Temp]|

Q, templating

Template language:

None
Django
[i] HTML files Mako

XHTML files Jinja2
Web2Py
Chameleon

Template file types

XML files

% Fr: +
Python Template Languages G

Cancel

Flask uses Jinja2 by default, but we can use other templating languages as well such as
Mako. We can now create an index.html file and get code completion for variables,
but before we do that, let's modify our index function to render a template.

[& app.py
Flask, render_template

_name__)

n render_template( ]

® Create template 'index.html' »
feEpite_hame. ¢ Create template index.html k
® Configure template directories »

r __nName___

app.run()
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In the preceding example, we are using render_template to render the Jinja2
template file in question. Once we input index.html as our first parameter,
PyCharm understands that such a template file does not exist in our templates
directory and allows us to use a quick-fix for it (Alt + Enter). If we choose the Create
template 'index.html' option, PyCharm will create the index.html file inside our
Template Folder.

[ DemoFlask  [5] templates

f:,. app.py [[-ﬂ index.html

html body hl

1 B

<!doctype html:

<html lang="

<head> :
<meta charset="UTF-8">
<title>Index</title>

</head>

<body>

"en-Us">»

<hl>{{ m }}</hl>

{ftl[}r
{fhtl -~

Press

!E] index.html

b [E, Co to template

. to choose the selected (or first) sugge

et index{

Furthermore, this template file will be linked to our view file and we will be able to
get code completion for the variables we pass onto the template. In this case, we can
see that message is popping up as an option when we type in m.
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Customized project creation

PyCharm allows us to create projects for the different frameworks, with boilerplate
code. For example, if we choose to create a Pyramid by navigating to File | New
Project... | Pyramid, we will see a lot of customized options in More Settings.

Pyramid

Location: {Users /quazinafiulislam/Code/Python/thingy

Interpreter: | s 3.4.0at .../.venv

v More Settings
Scaffold: alchemy

Template language: | Mako

Templates folder: thingy/templates

MNote: Python packaging tools and Pyramid will be installed on selected |

A Create

This means that PyCharm will automatically set Templates folder, create all the
boilerplate files and download as well as install all the libraries necessary for the
project we wish to create. This is very useful for quickly creating a project, especially
on a Windows system.

If we were to create a Google App Engine application, the project creator would ask
for our app ID in the creation window. All the Project Creators are customized to their
individual frameworks with some common options such as the templates folder.

However, it is worth noting that all this will create files and install packages for

you; it does not mean that the files themselves will be adapted to our choices. For
example, if we were to create a Flask project using Mako as our templating engine, it
would not mean that Flask would render Mako templates, it would still render using
the default Jinja2 templating engine. We would still need to configure Flask to use
Mako as the templating engine instead of the default one.
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Debugging in templates

PyCharm allows you to set breakpoints inside our templates. This means that when
we are debugging (not just running) our application, PyCharm will stop at the
template's breakpoint. We don't need to do anything other than click on the line on
the left-hand side to enable a breakpoint.

[Bl index. hrmi r;. urls.py r} tests.py r.;

{% if latest poll list X}
<ul>
{% for poll in latest poll list %}

<li><a href="{% url 'polls:deta]

{% endfor %}
<ful>

% else %}
<p>*No polls are available.</p>

{% =ndif X}

Django

Django is by far the best supported Python framework in PyCharm. Most of the
support lies in code completion (and will therefore become self-evident), so this
section looks at the tooling for Django.

Setting up Django
For a Django project that was not created by the PyCharm project creator, we have a
little bit of configuration that we need to take care of.
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First off, if we have an old Django project, PyCharm will offer to convert it.

® @ Convert Project

The project "osga’ has an older format and will be converted.
You may not be able to open the project with earlier versions of
PyCharm. D

Old versions of project files will be saved to:

'[Users [quazinafiulislam/Code/Python/osqa/projectFilesBackup'

Cancel Convert

If we click on Details..., we will get a list of all the things that will be changed.

However, if PyCharm cannot recognize the project as a Django project, we need to
point PyCharm to the correct locations inside Languages & Frameworks | Django.

® o Preferences
Q. Frameworks Languages & Frameworks » Django @ For current project
¥ Enable Django Support
Django project root: fUsers/quazinafiulislam
Settings: MNafiulBlog/settings.py

Manage.py tasks

Django E Manage script: manage.py

Environment variables:

Cancel
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Model dependency diagrams

PyCharm allows us to take a look at how Django models are related. All we need to
do is right-click on any Django model to see the models inside a certain package.

Tame_ malin

v [Elblog Copy Path £ 38C
> [Elmigrations Copy Reference Nfreec
Floobits -

. Diagrams » " Show Diagram... N{U

@ Nnan an Citbinh ShowDiagram Popup... U

s .environ. setdefaul

1 blog
g - [/ Click here to let PyCharm djgi.ver and setup ng
Select Diagram Type z 2 =

.~ Python Class Diagram
« Django Model Dependency Diagram i
models.py :

! 3
[& tests.py

This will show the dependency diagram for all the Django models that will be
created using Python manage . py migrate for that particular package. We can even
generate diagrams for individual models (by right-clicking on the relevant class and
then selecting the visualization option that we want).

s Poe* madale Madalh

_ Copy Reference _ wgr e
«" Diagrams B .7 Show Diagram... oY

& Open on GitHub = Show Diﬁgram Popup... .U

detected. // & Create Gist... lata sources. (15 minutes ago)

This will generate a model dependency diagram, but only for the model post in the
preceding example.

«" Diagram for #NafiulBlog

@& blog.models.Category [ )

¢ e

& blog.models.Post
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Manage.py tasks

PyCharm allows you to quickly execute manage . py tasks from a window (Alf + R).

Enter manage.py task name
Press Enter for common run or Shift-Enter to specify parameters

Q|

changepassword {no descriptior
check Checks the entire Django project for potential problem:
clearsessions (no descriptior
collectstatic Collect static files in a single locatior
compilemessages Compiles .po files to .mo files for use with builtin gettext suppoi
createcachetable Creates the table needed to use the SQL cache backent
createsuperuser Create a superuse
dbshell Runs the command-line client for the database engine specified in your setting:
diffsettings Displays differences between the current settings.py and default setting:
dumpdata Output the contents of the databast
findstatic Finds the absolute paths for the given static file(s
flush Executes *“sqlflush’ " on the current databas¢
inspectdb Introspects the database tables in the given database and outputs a Django model.
loaddata Searches for and loads the contents of the named fixture into the databas«
makemessages Pulls out all strings from Python sources to message filt

In my own development, I almost never use this. I instead opt to use the command
line and run the manage . py script myself. However, this can be very useful for
Windows systems since you don't have handy tools such as workon, which
automatically links your virtualenv to your project.

Django Console

e o Preferences

Build, Execution, Deployment » Console » Django Console W For curren...

¥ Add content roots to PYTHONPATH
vthon Con Add source roots to PYTHONPATH
Django Console Starting script
' % (sys.version, sys.platform))
{ C % django.get_version())
ING_DIR_AND_PYTHON_PATHS])
) lir(django); django.setup()
django_manage_shell; django_manage_shell.run(PROJECT_ROOT)

Cancel Help
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Whenever we open up the console for a Django project, we are going to get a
specialized console for Django that is essentially a PyCharm version of the manage . py
shell. What this basically means is that we get all the benefits of using manage.py's shell
command as well as the code completion in the console session. We can even modify it
inside the Django Console settings. In the previous versions of PyCharm, the Django
Console was a separate console to the Python console, but in the newer versions, they
have been merged.

Summary

In this chapter, we looked at PyCharm's powerful web-centric tools. Databases

are well supported and there are many framework-agnostic tools that we can take
advantage of. These tools are useful for frameworks that aren't officially supported
by PyCharm. We also looked at the Django support that PyCharm provides.

What I love best about Django support is the automatic project creation, support in
the console, and amazing code completion for Django ORM models (which are also
present for SQLAlchemy).

PyCharm's support for web development and its approach to decoupled features
allow developers to quickly get up to speed with most of the feature sets.
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